CORE JAVA

**Serialization** is the process of converting an object into a stream of bytes in order to store the object or transmit it to memory, a database, or a file. Its main purpose is to save the state of an object in order to be able to recreate it when needed. The reverse process is called deserialization.

# Static Blocks:

Static block is mostly used for changing the default values of static variables. This block gets executed when the class is loaded in the memory. A class can have multiple Static blocks, which will execute in the same sequence in which they have been written into the program.

# Difference between Set, List and Map in Java - Interview question

Set, List and Map are three important interface of Java collection framework and Difference between Set, List and Map in Java is one of the most frequently asked [Java Collection interview question](http://java67.blogspot.com/2012/09/java-collection-interview-questions.html). Sometime this question is asked as When to use List, Set and Map in Java. Clearly, interviewer is looking to know that whether you are familiar with fundamentals of Java collection framework or not. In order to decide when to use List, Set or Map, you need to know what are these interfaces and what functionality they provide. [List in Java](http://java67.blogspot.com/2012/07/sort-list-ascending-descending-order-set-arraylist.html) provides ordered and indexed collection which may contain duplicates. Set provides an un-ordered collection of unique objects, i.e. Set doesn't allow duplicates, while Map provides a data structure based on key value pair and hashing. All three List, Set and Map are interfaces in Java and there are many concrete implementation of them are available in Collection API. ArrayList and LinkedList are two most popular used List implementation while [LinkedHashSet, TreeSet and HashSet](http://javarevisited.blogspot.com/2012/11/difference-between-treeset-hashset-vs-linkedhashset-java.html) are frequently used Set implementation. In this Java article we will see difference between Map, Set and List in Java and learn when to use List, Set or Map.

## Set vs List vs Map in Java

As I said Set, List and Map are interfaces, which defines core contract e.g. a Set contract says that it cannot contain duplicates. Based upon our knowledge of List, Set and Map let's compare them on different metrics.

**Duplicate Objects**

Main difference between List and Set interface in Java is that List allows duplicates while Set doesn't allow duplicates. All implementation of Set honor this contract. Map holds two object per Entry e.g. key and value and It may contain duplicate values but keys are always unique. See [here](http://java67.blogspot.sg/2012/08/difference-between-list-and-set-in-java.html) for more difference between List and Set data structure in Java.

**Order**

Another key difference between List and Set is that List is an ordered collection, List's contract maintains insertion order or element. Set is an unordered collection, you get no guarantee on which order element will be stored. Though some of the Set implementation e.g. LinkedHashSet maintains order. Also SortedSet and SortedMap e.g. [TreeSet and TreeMap](http://java67.blogspot.com/2012/08/difference-between-treemap-and-treeset-java.html) maintains a sorting order, imposed by using Comparator or Comparable.

**Null elements**

List allows null elements and you can have many null objects in a List, because it also allowed duplicates. Set just allow one null element as there is no duplicate permitted while in Map you can have null values and at most one null key. worth noting is that [Hashtable doesn't allow null key or values](http://javarevisited.blogspot.com/2012/01/java-hashtable-example-tutorial-code.html) but HashMap allows null values and one null keys.  This is also the main difference between these two popular implementation of Map interface, aka HashMap vs Hashtable.

**Popular implementation**  
Most popular implementations of List interface in Java are ArrayList, LinkedList and Vector class. ArrayList is more general purpose and provides random access with index, while LinkedList is more suitable for frequently adding and removing elements from List. Vector is synchronized counterpart of ArrayList. On the other hand, most popular implementations of Set interface are HashSet, LinkedHashSet and TreeSet. First one is general purpose Set which is backed by HashMap , see [how HashSet works internally in Java](http://java67.blogspot.sg/2014/01/how-hashset-is-implemented-or-works-internally-java.html) for more details. It also doesn't provide any ordering guarantee but LinkedHashSet does provides ordering along with uniqueness offered by Set interface. Third implementation TreeSet is also an implementation of SortedSet interface, hence it keep elements in a sorted order specified by compare() or compareTo() method. Now the last one, most popular implementation of Map interface are HashMap, LinkedHashMap, Hashtable and TreeMap.  First one is the non synchronized general purpose Map implementation while Hashtable is its synchronized counterpart, both doesn't provide any ordering guarantee which comes from LinkedHashMap. Just like TreeSet, TreeMap is also a sorted data structure and keeps keys in sorted order.
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### When to use List, Set and Map in Java

Based upon our understanding of difference between Set, List and Map we can now decide when to use List, Set or Map in Java.

1) If you need to access elements frequently by using index, than List is a way to go. Its implementation e.g. [ArrayList](http://javarevisited.blogspot.com/2011/05/example-of-arraylist-in-java-tutorial.html) provides faster access if you know index.

2) If you want to store elements and want them to maintain an order on which they are inserted into collection then go for List again, as List is an ordered collection and maintain insertion order.

3) If you want to create collection of unique elements and don't want any duplicate than choose any Set implementation e.g. HashSet, LinkedHashSet or TreeSet. All Set implementation follow there general contract e.g. uniqueness but also add addition feature e.g. TreeSet is a SortedSet and elements stored on TreeSet can be sorted by using [Comparator or Comparable in Java](http://javarevisited.blogspot.com/2011/06/comparator-and-comparable-in-java.html). LinkedHashSet also maintains insertion order.

4) If you store data in form of key and value than Map is the way to go. You can choose from Hashtable, HashMap, TreeMap based upon your subsequent need. In order to choose between first two see [difference between HashSet and HashMap in Java](http://javarevisited.blogspot.com/2011/09/difference-hashmap-vs-hashset-java.html).
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That's all on difference between Set, List and Map in Java. All three are most fundamental interface of Java Collection framework and any Java developer should know there distinguish feature and given a situation should be able to pick right Collection class to use. It's also good to remember difference between there implementation e.g. [When to use ArrayList and LinkedList](http://java67.blogspot.com/2012/12/difference-between-arraylist-vs-LinkedList-java.html) , [HashMap vs Hashtable](http://javarevisited.blogspot.sg/2010/10/difference-between-hashmap-and.html) or [When to use Vector or ArrayList](http://java67.blogspot.com/2012/09/arraylist-vs-vector-in-java-interview.html) etc. Collection API is huge and it's difficult to know every bits and piece but at same time there is no excuse for not knowing fundamentals like difference between Set, List and Map in Java.

List and Set both are interfaces. They both extends Collection interface. In this post we are discussing the **differences between List and Set interfaces** in java.

## List Vs Set

1) List is an ordered collection it maintains the insertion order, which means upon displaying the list content it will display the elements in the same order in which they got inserted into the list.

Set is an unordered collection, it doesn’t maintain any order. There are few implementations of Set which maintains the order such as LinkedHashSet (It maintains the elements in insertion order).

2) List allows duplicates while Set doesn’t allow duplicate elements. All the elements of a Set should be unique if you try to insert the duplicate element in Set it would replace the existing value.

3) List implementations: [ArrayList](http://beginnersbook.com/2013/12/java-arraylist/), [LinkedList](http://beginnersbook.com/2013/12/linkedlist-in-java-with-example/) etc.

4. Set implementations: [HashSet](http://beginnersbook.com/2013/12/hashset-class-in-java-with-example/), [LinkedHashSet](http://beginnersbook.com/2013/12/linkedhashset-class-in-java-with-example/), [TreeSet](http://beginnersbook.com/2013/12/treeset-class-in-java-with-example/) etc.

4) List allows any number of null values. Set can have only a single null value at most.

5) [ListIterator](http://beginnersbook.com/2014/06/listiterator-in-java-with-examples/) can be used to traverse a List in both the directions(forward and backward) however it cannot be used to traverse a Set. We can use [Iterator](http://beginnersbook.com/2014/06/java-iterator-with-examples/) (It works with List too) to traverse a Set.

6) List interface has one legacy class called [Vector](http://beginnersbook.com/2013/12/vector-in-java/)whereas Set interface does not have any legacy class.

## When to use Set and When to use List?

The usage is purely depends on the requirement:

If the requirement is to have only unique values then Set is your best bet as any implementation of Set maintains unique values only.

If there is a need to maintain the insertion order irrespective of the duplicity then List is a best option. Both the implementations of List interface – ArrayList and LinkedList sorts the elements in their insertion order.

**What is static import?**

If we have to use any static variable or method from other class, usually we import the class and then use the method/variable with class name.

import java.lang.Math;

//inside class

double test = Math.PI \* 5;

We can do the same thing by importing the static method or variable only and then use it in the class as if it belongs to it.

import static java.lang.Math.PI;

//no need to refer class now

double test = PI \* 5;

Use of static import can cause confusion, so it’s better to avoid it. Overuse of static import can make your program unreadable and unmaintainable.

**What is the benefit of Composition over Inheritance?**

One of the best practices of java programming is to “favor composition over inheritance”. Some of the possible reasons are:

* Any change in the superclass might affect subclass even though we might not be using the superclass methods. For example, if we have a method test() in subclass and suddenly somebody introduces a method test() in superclass, we will get compilation errors in subclass. Composition will never face this issue because we are using only what methods we need.
* Inheritance exposes all the super class methods and variables to client and if we have no control in designing superclass, it can lead to security holes. Composition allows us to provide restricted access to the methods and hence more secure.
* We can get runtime binding in composition where inheritance binds the classes at compile time. So composition provides flexibility in invocation of methods.

**What is Classloader in Java?**

Java Classloader is the program that loads byte code program into memory when we want to access any class. We can create our own class loader by extending ClassLoader class and overriding loadClass(String name) method.

**What are different types of classloaders?**

There are three types of built-in Class Loaders in Java:

Bootstrap Class Loader – It loads JDK internal classes, typically loads rt.jar and other core classes.

Extensions Class Loader – It loads classes from the JDK extensions directory, usually $JAVA\_HOME/lib/ext directory.

System Class Loader – It loads classes from the current classpath that can be set while invoking a program using -cp or -classpath command line options.

## What is Marker interfaces in Java and why required?

### Why Marker or Tag interface do in Java?

Looking carefully on marker interface in Java e.g. [**Serializable**](http://javarevisited.blogspot.com/2011/04/top-10-java-serialization-interview.html), **Cloneable** and **Remote** it looks they are used to indicate something to compiler or JVM. So if JVM sees a Class is Serializable it done some special operation on it, similar way if JVM sees one Class is implement Cloneable it performs some operation to support cloning. Same is true for RMI and Remote interface. So in short Marker interface indicate, signal or a command to Compiler or [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html).

This is pretty standard answer of question about marker interface and once you give this answer most of the time interviewee definitely asked "Why this indication cannot be done using a flag inside a class?” this make sense right? Yes this can be done by using a boolean flag or a String but doesn't marking a class like **Serializable** or **Cloneable** makes it more readable and it also allows to take advantage [of Polymorphism in Java](http://javarevisited.blogspot.com/2011/08/what-is-polymorphism-in-java-example.html).

Where Should I use Marker interface in Java

Apart from using built in marker interface for making a class Serializable or Cloneable. One can also develop his own marker interface. Marker interface is a good way to classify code. You can create marker interface to logically divide your code and if you have your own tool than you can perform some pre-processing operation on those classes. Particularly useful for developing API and framework like [Spring](http://javarevisited.blogspot.com/2011/09/spring-interview-questions-answers-j2ee.html) or [Struts](http://javarevisited.blogspot.com/2011/11/struts-interview-questions-answer-j2ee.html).

After introduction of Annotation on Java5, Annotation is better choice than marker interface and **JUnit** is a perfect example of using Annotation e.g. @Test for specifying a Test Class. Same can also be achieved by using Test marker interface.

**Another use of marker interface in Java**

One more use of marker interface in Java can be commenting. a marker interface called ThreadSafe can be used to communicate other developers that classes implementing this marker interface gives thread-safe guarantee and any modification should not violate that. Marker interface can also help code coverage or code review tool to find bugs based on specified behavior of marker interfaces.

Again Annotations are better choice @ThreadSafe looks lot better than implementing **ThraedSafe** marker interface.

In summary marker interface in Java is used to indicate something to compiler, JVM or any other tool but Annotation is better way of doing same thing.

What is the difference between the JRE and the JDK?

|  |  |
| --- | --- |
| JRE  (Java Runtime environment) | JDK (Java Development Kit) |
| It is an implementation of the Java Virtual Machine\* which actually executes Java programs. | It is a bundle of software that you can use to develop Java based applications. |
| Java Runtime Environment is a plug-in needed for running java programs. | Java Development Kit is needed for developing java applications. |
| The JRE is smaller than the JDK so it needs less Disk space. | The JDK needs more Disk space as it contains the JRE along with various development tools. |
| The JRE can be downloaded/supported freely from [java.com](http://www.java.com/) | The JDK can be downloaded/supported freely from [oracle.com/technetwork/java/javase/downloads/](http://www.oracle.com/technetwork/java/javase/downloads/index.html) |
| It includes the JVM, Core libraries and other additional components to run applications and applets written in Java. | It includes the JRE, set of API classes, Java compiler, Webstart and additional files needed to write Java applets and applications. |

What is the difference between the JRE and the Java SE platform?

|  |  |  |
| --- | --- | --- |
|  | JRE  (Java Runtime Environment) | Java SE (Java Platform, Standard Edition) |
| Who needs it? | Computer users who run applets and applications written using Java technology | Software developers who write applets and applications using Java technology |
| What is it? | An environment required to run applets and applications written using the Java programming language | A software development kit used to write applets and applications using the Java programming language |
| How do you get it? | Distributed freely and is available from:  [java.com](https://www.java.com/en/) | Distributed freely and is available from:  [oracle.com/javase](http://oracle.com/javase) |

# [AtomicInteger in Java](http://www.instanceofjava.com/2015/12/atomic-integer-example-java-interview.html)

* Java.util.concurrent.atomic package provides very useful classes that support lock free and thread safe programming.
* The main use of this class is an int value that may be updated automatically.
* AtomicInteger has some useful methods. Before that let’s see the some points about this class.
* Commonly we will use this AtomicInteger to handle the counter that is accessible by different threads simultaneously.

**Why You Need String Constant Pool? :**

* String objects in java are stored in two places in memory. One is String Constant Pool and another one is Heap Memory. String objects created using string literals are stored in String Constant Pool where as string objects created using new operator are stored in heap memory.
* String objects are most used objects in the development of any kind of applications. Therefore, there has to be a special arrangement to store these objects. String Constant Pool is one such special arrangement. In string constant pool, there will be no two objects with the same content. Heap memory can have any number of objects with same content.
* Just imagine creating 1000 string objects with same content in heap memory and one string object with that content in String Constant Pool. Which one saves the memory? Which one will save the time?. Which one will be accessed faster?. It is, of course, String Constant Pool. That’s why you need String Constant Pool.

**What Is String Intern? :**

String intern or simply intern refers to string object in the String Constant Pool. Interning is the process of creating a string object in String Constant Pool which will be exact copy of string object in heap memory.

**What is the use of interning the string?**

**To save the memory Space:**

Using interned string, you can save the memory space. If you are using lots of string objects with same content in your code, than it is better to create an intern of that string in the pool. Use that intern string whenever you need it instead of creating a new object in the heap. It saves the memory space.

**For Faster Comparison :**

Assume that there are two string objects s1 and s2 in heap memory and you need to perform comparison of these two objects more often in your code. Then using s1.intern() == s2.intern() will be more fast then s1.equals(s2). Because, equals() method performs character by character comparison where as “==” operator just compares references of objects.

**STRING:**

String represents sequence of characters enclosed within the double quotes.  “abc”, “JAVA”, “123”, “A” are some examples of strings. In many languages, strings are treated as character arrays. But In java, strings are treated as objects. To create and manipulate the strings, Java provides three classes.

**1) java.lang.String                  (From JDK 1.0)**

**2) java.lang.StringBuffer            (From JDK 1.5)**

**3) java.lang.StringBuilder           (From JDK 1.5)**

1) All these three classes are members of java.lang package and they are final classes. That means you can’t create subclasses to these three classes.

2) All three classes implement Serializable and CharSequence interface.

3) java.lang.String objects are immutable in java. That is, once you create String objects, you can’t modify them. Whenever you try to modify the existing String object, a new String object is created with modifications. Existing object is not at all altered. Where as java.lang.StringBuffer and java.lang.StringBuilder objects are mutable. That means, you can perform modifications to existing objects.

4) Only String and StringBuffer objects are thread safe. StringBuilder objects are not thread safe. So whenever you want immutable and thread safe string objects, use java.lang.String class and whenever you want mutable as well as thread safe string objects then use java.lang.StringBuffer class.

5) In all three classes, toString() method is overrided. So, whenever you use reference variables of these three types, they will return contents of the objects not physical address of the objects.

## 6) hashCode() and equals() methods are overrided only in java.lang.String class but not in java.lang.StringBuffer and java.lang.StringBuilder classes.

7) There is no reverse() and delete() methods in String class. But, String

Buffer and StringBuilder have reverse() and delete() methods.

8) In case of String class, you can create the objects without new operator. But in case of StringBuffer and StringBuilder class, you have to use new operator to create the objects.

**Are string objects created using new operator also immutable?**

The answer is yes. String objects created using new operator are also immutable although they are stored in the heap memory. This can be also proved with help of an example.

|  |  |
| --- | --- |
|  | public class StringExamples  {      public static void main(String[] args)      {          String s1 = new String("JAVA");            System.out.println(s1);         //Output : JAVA            s1.concat("J2EE");            System.out.println(s1);         //Output : JAVA      }  } |

In this example, a string object is created with “JAVA” as its content using new operator and its reference is assigned to s1. I have tried to change the contents of this object using concat() method. But, these changes are not reflected in the object as seen in Line 11. Even after the concatenation, content of the object is same as before. This is because the strings are immutable. Once I tried to concatenate “J2EE” to an existing string “JAVA”, a new string object is created with “JAVAJ2EE” as it’s content. But we don’t have reference to that object in this program.

Conclusion:

Immutability is the fundamental property of string objects. In whatever way you create the string objects, either using string literals or using new operator, they are immutable.

## Process :

Process is an executing instance of an application. For example, when you double click MS Word icon in your computer, you start a process that will run this MS word application. Processes are heavy weight operations that they require their own separate memory address in operating system. Because of the processes are stored in separate memory, communication between processes (Inter Process Communication) takes time. Context switching from one process to another process is also expensive.

## Thread :

Thread is a smallest executable unit of a process. Thread has it’s own path of execution in a process. For example, when you start MS word, operating system creates a process and start the execution of a primary thread of that process. A process can have multiple threads. Threads of the same process share the memory address of that process. i.e threads are stored inside the memory of a process. As the threads are stored in the same memory space, communication between threads (Inter Thread Communication) is fast. Context switching from one thread to another thread is also less expensive.

**There are two types of Threads in java**.

1**) User Thread**

**2) Daemon Thread**

**1) User Thread:**

User threads are threads which are created by the application or user. They are high priority threads. JVM (Java Virtual Machine) will not exist until all user threads finish their execution. JVM wait for these threads to finish their task. These threads are foreground threads.

2) **Daemon Thread:**

Daemon threads are threads which are mostly created by the JVM. These threads always run in background. These threads are used to perform some background tasks like garbage collection and house-keeping tasks. These threads are less priority threads. JVM will not wait for these threads to finish their execution. JVM will exit as soon as all user threads finish their execution. JVM doesn’t wait for daemon threads to finish their task.

[**How to identify a thread in java**?](http://javaconceptoftheday.com/how-to-identify-a-thread-in-java/)

In a multithreaded application, It is very important to know which thread is currently executing it’s task. But the question is, How to identify a thread?. The answer which effortlessly comes to our mind is “through it’s name”. Of course, you can identify a thread by it’s name.  But, more than one threads can have the same name. This makes identifying a thread more difficult. There is a solution for this problem from JDK 1.5 onward. JVM assigns one unique long number for every thread created. This remains unchanged for the whole life term of a thread. This number can be used to identify a thread.

From JDK 1.5 onward, One more method added to java.lang.Thread class. That is getID () method. This method returns the unique long number associated with a thread. That can be used as an identifier of a thread. Below is the method signature of getID () method.

**What is Memory Leak in Java?**

One of the most significant advantages of Java is its memory management. You simply create objects and Java Garbage Collector takes care of allocating and freeing memory. However, the situation is not as simple as that, because memory leaks frequently occur in Java applications.

This process is called garbage collection and the corresponding piece of JVM is called a Garbage Collector or GC. ... Simplifying a bit, we can say that a memory leak in Java is a situation where some objects are not used by the application any more, but GC fails to recognize them as unused.

**What is Memory Leak?**

Definition of Memory Leak: objects are no longer being used by the application, but Garbage Collector cannot remove them because they are being referenced.

To understand this definition, we need to understand objects status in memory. The following diagram illustrates what is unused and what is unreferenced.
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From the diagram, there are referenced objects and unreferenced objects. Unreferenced objects will be garbage collected, while referenced objects will not be garbage collected. Unreferenced objects are surely unused, because no other objects refer to it. However, unused objects are not all unreferenced. Some of them are being referenced! That's where the memory leaks come from.

Why Memory Leaks Happen?

Let's take a look at the following example and see why memory leaks happen. In the example below, object A refers to object B. A's lifetime (t1 - t4) is much longer than B's (t2 - t3). When B is no longer being used in the application, A still holds a reference to it. In this way, Garbage Collector can not remove B from memory. This would possibly cause out of memory problem, because if A does the same thing for more objects, then there would be a lot of objects that are uncollected and consume memory space.

It is also possible that B hold a bunch of references of other objects. Those objects referenced by B will not get collected either. All those unused objects will consume precious memory space.

![object-life-time](data:image/jpeg;base64,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)

**Why substring() method in JDK 6 can cause memory leaks?**

The substring(int beginIndex, int endIndex) method in JDK 6 and JDK 7 are different. Knowing the difference can help you better use them. For simplicity reasons, in the following substring() represent the substring(int beginIndex, int endIndex) method.

1. What substring() does?

The substring(int beginIndex, int endIndex) method returns a string that starts with beginIndex and ends with endIndex-1.

|  |
| --- |
| String x = "abcdef";  x = x.substring(1,3);  System.out.println(x); |

Output: bc

2. What happens when substring() is called?

You may know that because x is immutable, when x is assigned with the result of x.substring(1,3), it points to a totally new string like the following:
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However, this diagram is not exactly right or it represents what really happens in the heap. What really happens when substring() is called is different between JDK 6 and JDK 7.

3. substring() in JDK 6

String is supported by a char array. In JDK 6, the String class contains 3 fields: char value[], int offset, int count. They are used to store real character array, the first index of the array, the number of characters in the String.

When the substring() method is called, it creates a new string, but the string's value still points to the same array in the heap. The difference between the two Strings is their count and offset values.
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The following code is simplified and only contains the key point for explain this problem.

|  |
| --- |
| //JDK 6  String(int offset, int count, char value[]) {  this.value = value;  this.offset = offset;  this.count = count;  }    public String substring(int beginIndex, int endIndex) {  //check boundary  return new String(offset + beginIndex, endIndex - beginIndex, value);  } |

**4. A problem caused by substring() in JDK 6**

If you have a VERY long string, but you only need a small part each time by using substring(). This will cause a performance problem since you need only a small part, you keep the whole thing. For JDK 6, the solution is using the following, which will make it point to a real substring:

|  |
| --- |
| x = x.substring(x, y) + "" |

5. Substring() in JDK 7

This is improved in JDK 7. In JDK 7, the substring () method actually create a new array in the heap.
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|  |
| --- |
| //JDK 7  public String(char value[], int offset, int count) {  //check boundary  this.value = Arrays.copyOfRange(value, offset, offset + count);  }    public String substring(int beginIndex, int endIndex) {  //check boundary  int subLen = endIndex - beginIndex;  return new String(value, beginIndex, subLen);  } |

**How to Prevent Memory Leaks?**

The following are some quick hands-on tips for preventing memory leaks.

Pay attention to Collection classes, such as HashMap, ArrayList, etc., as they are common places to find memory leaks. When they are declared static, their life time is the same as the life time of the application.

Pay attention to event listeners and callbacks. A memory leak may occur if a listener is registered but not unregistered when the class is not being used any longer.

"If a class manages its own memory, the programmer should be alert for memory leaks."[1] Often times member variables of an object that point to other objects need to be null out.

**What is a Thread dump?**

A thread dump is a snapshot of the state of all threads that are part of the process. The state of each thread is presented with a so called stack trace, which shows the contents of a thread's stack. Some of the threads belong to the Java application you are running, while others are JVM internal threads.

**[How will you take thread dump in Java? How will you analyze Thread dump?](http://www.fromdev.com/2008/05/java-threading-questions.html" \l "how-will-you-take-thread-dump-in-java--how-will-you-analyze-thread-dump-" \o "How will you take thread dump in Java? How will you analyze Thread dump?)**

A Thread Dump is a complete list of active threads. A java thread dump is a way of finding out what each thread in the JVM is doing at a particular point of time. This is especially useful when your java application seems to have some performance issues. Thread dump will help you to find out which thread is causing this. There are several ways to take thread dumps from a JVM. It is highly recommended to take more than 1 thread dump and analyze the results based on it. Follow below steps to take thread dump of a java processes.

Step 1   
  
On UNIX, Linux and Mac OSX Environment run below command:   
  
 ps -el | grep java   
  
On Windows:   
  
Press Ctrl+Shift+Esc to open the task manager and find the PID of the java process 

Step 2:   
  
Use jstack command to print the Java stack traces for a given Java process PID   
  
 jstack [PID]   
  
More details of jstack command can be found here: [JSTACK Command Manual](http://docs.oracle.com/javase/1.5.0/docs/tooldocs/share/jstack.html)

[How can I trace whether the application has a thread leak?](http://www.fromdev.com/2008/05/java-threading-questions.html#how-can-i-trace-whether-the-application-has-a-thread-leak-)

* If an application has thread leak then with time it will have too many unused threads. Try to find out what type of threads is leaking out. This can be done using following ways, Give unique and descriptive names to the threads created in application. –
* Add log entry in all thread at various entry and exit points in threads. Change debugging config levels (debug, info, error etc) and analyze log messages.
* When you find the class that is leaking out threads check how new threads are instantiated and how they're closed.
* Make sure the thread is guaranteed to close properly by doing following - Handling all Exceptions properly.
* Releasing all resources (e.g. connections, files etc) before it closes.

**How to Avoid Thread Interference or How to Achieve Thread Safeness?**

* By declaring the method as synchronized.
* By declaring the variables as final.
* By declaring the variable as volatile.
* By creating the immutable objects.
* By using Atomic operations.
* By restricting the access to same object by multiple threads.

**[What is thread pool? Why should we use thread pools?](http://www.fromdev.com/2008/05/java-threading-questions.html" \l "what-is-thread-pool--why-should-we-use-thread-pools-" \o "What is thread pool? Why should we use thread pools?)**

* A thread pool is a collection of threads on which task can be scheduled. Instead of creating a new thread for each task, you can have one of the threads from the thread pool pulled out of the pool and assigned to the task. When the thread is finished with the task, it adds itself back to the pool and waits for another assignment. One common type of thread pool is the fixed thread pool. This type of pool always has a specified number of threads running; if a thread is somehow terminated while it is still in use, it is automatically replaced with a new thread. Below are key reasons to use a Thread Pool
* Using thread pools minimizes the JVM overhead due to thread creation. Thread objects use a significant amount of memory, and in a large-scale application, allocating and de-allocating many thread objects creates a significant memory management overhead.
* You have control over the maximum number of tasks that are being processed in parallel (= number of threads in the pool).
* Most of the executor implementations in java.util.concurrent use thread pools, which consist of worker threads. This kind of thread exists separately from the Runnable and Callable tasks it executes and is often used to execute multiple tasks.

**[Can two threads call two different synchronized instance methods of an Object?](http://www.fromdev.com/2008/05/java-threading-questions.html" \l "can-two-threads-call-two-different-synchronized-instance-methods-of-an-object-" \o "Can two threads call two different synchronized instance methods of an Object?)**

No. If a object has synchronized instance methods then the Object itself is used a lock object for controlling the synchronization. Therefore all other instance methods need to wait until previous method call is completed. See the below sample code which demonstrate it very clearly. The Class Common has 2 methods called synchronizedMetohd1() and synchronizedMethod2() MyThread class is calling both the methods.

[**Can we synchronize the run method? If yes then what will be the behavior?**](http://www.fromdev.com/2008/05/java-threading-questions.html#can-we-synchronize-the-run-method--if-yes-then-what-will-be-the-behavior-)

Yes, the run method of a runnable class can be synchronized. If you make run method synchronized then the lock on runnable object will be occupied before executing the run method. In case we start multiple threads using the same runnable object in the constructor of the Thread then it would work. But until the 1st thread ends the 2nd thread cannot start and until the 2nd thread ends the next cannot start as all the threads depend on lock on same object.

**What is Volatile variable in Java?**

volatile variable in Java is a special variable which is used to signal threads, a compiler that this particular variables value are going to be updated by multiple threads inside Java application. By making a variable volatile using the volatile keyword in Java, application programmer ensures that its value should always be read from [main memory](http://javarevisited.blogspot.sg/2011/05/java-heap-space-memory-size-jvm.html)and thread should not use cached value of that variable from their own stack. With the introduction of Java memory model from Java 5 onwards along with introduction of [CountDownLatch](http://javarevisited.blogspot.sg/2012/07/countdownlatch-example-in-java.html), [CyclicBarrier](http://javarevisited.blogspot.sg/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html), [Semaphore](http://javarevisited.blogspot.sg/2012/05/counting-semaphore-example-in-java-5.html)and [ConcurrentHashMap](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html), volatile variable also guarantees "happens-before" relationship, which means not only another thread has visibility of latest value of volatile variable but also all the variable is seen by the thread which has updated value of volatile variable before these threads sees it.

**What is volatile variable and when to use it is always a**[**popular Java threading question**](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html)**.**  
  
The volatile keyword can only be applied to a variable; it cannot be applied to class or method. Using volatile keyword along with class and method is a compiler error.

A volatile is also referred as modifier in Java.

**When to use Volatile variable in Java?**

1) Any variable which is shared between multiple threads should be made variable, in order to ensure that all thread must see the latest value of the volatile variable.  
  
2) A signal to compiler and JIT to ensure that compiler does not change ordering or volatile variable and moves them out of synchronized context.  
  
3) You want to save the cost of synchronization as volatile variables are less expensive than synchronization.  
  
**What are the different ways to create an object in Java?**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| There are many ways to create an object in java. They are:  By new keyword  By newInstance() method  By clone() method  By factory method etc.  Java String intern() method  A pool of strings, initially empty, is maintained privately by the class String. When the intern method is invoked, if the pool already contains a string equal to this String object as determined by the equals(Object) method, then the string from the pool is returned. Otherwise, this String object is added to the pool and a reference to this String object is returned.  public class InternExample{  public static void main(String args[]){  String s1=new String("hello");  String s2="hello";  String s3=s1.intern();//returns string from pool, now it will be same as s2  System.out.println(s1==s2);//false because reference is different  System.out.println(s2==s3);//true because reference is same  }}  Difference between method overloading and method overriding in java?   |  |  | | --- | --- | | Method Overloading | Method Overriding | | Definition | When a class has more than one method with same name but with different arguments, then we call it as method overloading. | When a super class method is modified in the sub class, then we call this as method overriding. | | Method Signature | Overloaded methods must have different method signatures.  That means they should differ at least in any one of these three things – Number of arguments,  Types of arguments  And order of arguments. But, they must have same name. | Overridden methods must have same method signature. I.e. you must not change the method name, types of arguments, number of arguments and order of arguments while overriding a super class method. | | Return Types | Overloaded methods can have same or different return types. | The return type of the overridden method must be compatible with that of super class method. That means if super class method has primitive type as its return type, then it must be overridden with same return type. If super class method has derived type as its return type then it must be overridden with same type or its sub class type. | | Visibility(private, public, protected and default) | Overloaded methods can have same visibility or different visibility. | While overriding a super class method either you can keep the same visibility or you can increase the visibility. But you can’t reduce it. | | Static Context | Overloaded methods can be static or not static. It does not affect the method overloading. | You can’t override a static method. | | Binding | Binding between method call and method definition happens at compile time (Static Binding). | Binding between method call and method definition happens at run time (Dynamic Binding). | | Polymorphism | It shows static polymorphism. | It shows dynamic polymorphism. | | Private methods | Private methods can be overloaded. | Private methods can’t be overridden. | | Final Methods | Final methods can be overloaded. | Final methods can’t be overridden. | | Class Requirement | For method overloading, only one class is required. I.e. Method overloading happens within a class. | For method overriding, two classes are required – super class and sub class. That means method overriding happens between two classes. |    What are the rules to be followed while overriding a method?  There are 5 main rules you should kept in mind while overriding a method. They are,  a) Name of the method must be same as that of super class method.  b) Return type of overridden method must be compatible with the method being overridden. i.e if a method has primitive type as it’s return type then it must be overridden with primitive type only and if a method has derived type as it’s return type then it must be overridden with same type or it’s sub class types.  c) You must not reduce the visibility of a method while overriding.  d) You must not change parameter list of a method while overriding.  e) You cannot increase the scope of exceptions while overriding a method with throws clause.  Abstraction :  Yes, In the computer science, Abstraction is used to separate ideas from their implementation. Abstraction in java is used to define only ideas in one class so that the idea can be implemented by its sub classes according to their requirements.   1. Abstract classes and abstract methods are declared using ‘abstract‘ keyword. We can’t create objects to those classes which are declared as abstract. But, we can create objects to sub classes of abstract class, provided they must implement abstract methods. 2. The methods which are not implemented or which don’t have definitions must be declared with ‘abstract’ keyword and the class which contains it must be also declared as abstract. 3. It is not compulsory that abstract class must have abstract methods. It may or may not have abstract methods. But the class which has at least one abstract method must be declared as abstract. 4. You can’t create objects to abstract class even though it does not contain any abstract methods. 5. Abstract Class can be a combination of concrete and abstract methods. 6. Any class extending an abstract class must implement all abstract methods. If it does not implement, it must be declared as abstract. 7. Inside abstract class, we can keep any number of constructors. If you are not keeping any constructors, then compiler will keep default constructor. 8. Abstract methods cannot be private. Because, abstract methods must be implemented somehow in the sub classes. If you declare them as private, then you can’t use them outside the class. 9. Constructors and fields cannot be declared as abstract. 10. Abstract methods cannot be static.  [Interfaces In Java](http://javaconceptoftheday.com/interfaces-in-java/) Interfaces in java are very much similar to abstract classes but interfaces contain only abstract methods (you can refer to them as only ideas). Abstract classes may contain both abstract methods as well as concrete methods. But interfaces must contain only abstract methods. Concrete methods are not allowed in interfaces. Therefore, Interfaces show 100% abstractness.  Interfaces are declared with keyword ‘interface‘ and interfaces are implemented by the class using ‘implements‘ keyword.  Interfaces should contain only abstract methods. Interfaces should not contain a single concrete method.  Interface can have two types of members.  1) Fields     2) Abstract Methods.  By default, Every field of an interface is public, static and final (we will discuss about final keyword Later). You can’t use any other modifiers other than these three for a field of an interface. |
| You can’t change the value of a field once they are initialized. Because they are static and final. Therefore, sometimes fields are called as Constants. (We will discuss this feature in detail while covering ‘final’ keyword)  By default, All methods of an interface are public and abstract.  Like classes, for every interface .class file will be generated after compilation  While implementing any interface methods inside a class, that method must be declared as public. Because, according to [method overriding](http://javaconceptoftheday.com/method-overriding-java/) rule, you can’t reduce visibility of super class method. By default, every member of an interface is public and while implementing you should not reduce this visibility.  By default, Interface itself is not public but by default interface itself is abstract like below,  [SIB](http://javaconceptoftheday.com/static-members-java/) – Static Initialization Block and [IIB](http://javaconceptoftheday.com/instance-initialization-block-in-java/) – Instance Initialization Block are not allowed in interfaces.  As we all know that, any class in java cannot extend more than one class. But class can implement more than one interfaces. This is how multiple inheritance is implemented in java. |

# Differences between Static Binding and Dynamic Binding In Java?

The above findings can be summarized like below.

|  |  |
| --- | --- |
| Static Binding | Dynamic Binding |
| It is a binding that happens at compile time. | It is a binding that happens at run time. |
| Actual object is not used for binding. | Actual object is used for binding. |
| It is also called early binding because binding happens during compilation. | It is also called late binding because binding happens at run time. |
| Method overloading is the best example of static binding. | Method overriding is the best example of dynamic binding. |
| Private, static and final methods show static binding. Because, they cannot be overridden. | Other than private, static and final methods show dynamic binding. Because, they can be overridden. |

Difference between String and StringBuffer?

There are many differences between String and StringBuffer. A list of differences between String and StringBuffer are given below:

|  |  |  |
| --- | --- | --- |
| No. | String | StringBuffer |
| 1) | String class is immutable. | StringBuffer class is mutable. |
| 2) | String is slow and consumes more memory when you concat too many strings because every time it creates new instance. | StringBuffer is fast and consumes less memory when you concat strings. |
| 3) | String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | StringBuffer class doesn't override the equals() method of Object class. |

Difference between StringBuffer and StringBuilder?

There are many differences between StringBuffer and StringBuilder. A list of differences between StringBuffer and StringBuilder are given below:

|  |  |  |
| --- | --- | --- |
| No. | StringBuffer | StringBuilder |
| 1) | StringBuffer is synchronized i.e. thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is non-synchronized i.e. not thread safe. It means two threads can call the methods of StringBuilder simultaneously. |
| 2) | StringBuffer is less efficient than StringBuilder. | StringBuilder is more efficient than StringBuffer. |

## Does an interface extend Object class in java.?

You may have come across this question while reading about interfaces in java. You may also know that only classes in java are inherited from java.lang.Object class. Interfaces in java don’t inherit from Object class. They don’t have default parent like classes in java. But, following two cases may surprise you.

If an interface does not extend Object class, then why we can call methods of Object class on interface variable like below.

**If an interface does not extend Object class, then why the methods of Object class are visible in interface?**

This is because, for every public method in Object class, there is an implicit abstract and public method declared in every interface which does not have direct super interfaces. This is the standard Java Language Specification which states like this,

“If an interface has no direct super interfaces, then the interface implicitly declares a public abstract member method m with signature s, return type r, and throws clause corresponding to each public instance method m with signature s, return type r, and throws clause t declared in Object, unless a method with the same signature, same return type, and a compatible throws clause is explicitly declared by the interface.”

**NoClassDefFoundError vs. ClassNotFoundException?**

In Java, both ClassNotFoundException and NoClassDefFoundError occur when a particular class is not found at run time. But, they occur at different scenarios. ClassNotFoundException is an exception which occurs when you try to load a class at run time using Class.forName() or loadClass() methods and mentioned classes are not found in the classpath. On the other hand, NoClassDefFoundError is an error which occurs when a particular class is present at compile time but it was missing at run time.

Difference Between ClassNotFoundException Vs NoClassDefFoundError In Java :

|  |  |
| --- | --- |
| ClassNotFoundException | NoClassDefFoundError |
| It is an exception. It is of type java.lang.Exception. | It is an error. It is of type java.lang.Error. |
| It occurs when an application tries to load a class at run time which is not updated in the class path. | It occurs when java runtime system doesn’t find a class definition, which is present at compile time, but missing at run time. |
| It is thrown by the application itself. It is thrown by the methods like Class.forName(), loadClass () and findSystemClass(). | It is thrown by the Java Runtime System. |
| It occurs when class path is not updated with required JAR files. | It occurs when required class definition is missing at run time. |

**Difference between Exception and Error?**

Both java.lang.Error and java.lang.Exception classes are sub classes of java.lang.Throwable class, but there exist some significant differences between them. java.lang.Error class represents the errors which are mainly caused by the environment in which application is running. For example, OutOfMemoryError occurs when JVM runs out of memory or StackOverflowError occurs when stack overflows.

Where as java.lang.Exception class represents the exceptions which are mainly caused by the application itself. For example, NullPointerException occurs when an application tries to access null object or ClassCastException occurs when an application tries to cast incompatible class types. In this article, we will discuss the differences between Error and Exception in java.

`

|  |  |
| --- | --- |
| **Errors** | **Exceptions** |
| Errors in java are of type java.lang.Error. | Exceptions in java are of type java.lang.Exception. |
| All errors in java are unchecked type. | Exceptions include both checked as well as unchecked type. |
| Errors happen at run time. They will not be known to compiler. | Checked exceptions are known to compiler where as unchecked exceptions are not known to compiler because they occur at run time. |
| It is impossible to recover from errors. | You can recover from exceptions by handling them through try-catch blocks. |
| Errors are mostly caused by the environment in which application is running. | Exceptions are mainly caused by the application itself. |
| Examples : java.lang.StackOverflowError, java.lang.OutOfMemoryError | Examples : Checked Exceptions :  SQLException,IOException Unchecked Exceptions : ArrayIndexOutOfBoundException, ClassCastException, NullPointerException |

**What is System.out in Java?**

In System.out, out is an instance of PrintStream. It is a static member variable in System class. This is called standard output stream, connected to console.

**Purpose of garbage collection.**

The garbage collection process is to identify the objects which are no longer referenced or needed by a program so that their resources can be reclaimed and reused. These identified objects will be discarded.

**Java Heap Space**

Java Heap space is used by java runtime to allocate memory to Objects and JRE classes. Whenever we create any object, it’s always created in the Heap space. Garbage Collection runs on the heap memory to free the memory used by objects that doesn’t have any reference. Any object created in the heap space has global access and can be referenced from anywhere of the application.

**Java Stack Memory**

Java Stack memory is used for execution of a thread. They contain method specific values that are short-lived and references to other objects in the heap that are getting referred from the method. Stack memory is always referenced in LIFO (Last-In-First-Out) order. Whenever a method is invoked, a new block is created in the stack memory for the method to hold local primitive values and reference to other objects in the method. As soon as method ends, the block becomes unused and become available for next method. Stack memory size is very less compared to Heap memory.

**Difference between Java Heap Space and Stack Memory?**

Based on the above explanations, we can easily conclude following differences between Heap and Stack memory.

Heap memory is used by all the parts of the application whereas stack memory is used only by one thread of execution.

Whenever an object is created, it’s always stored in the Heap space and stack memory contains the reference to it. Stack memory only contains local primitive variables and reference variables to objects in heap space. Objects stored in the heap are globally accessible whereas stack memory can’t be accessed by other threads.

Memory management in stack is done in LIFO manner whereas it’s more complex in Heap memory because it’s used globally. Heap memory is divided into Young-Generation, Old-Generation etc, more details at [Java Garbage Collection](http://www.journaldev.com/2856/java-jvm-memory-model-memory-management-in-java). Stack memory is short-lived whereas heap memory lives from the start till the end of application execution.

We can use -Xms and -Xmx JVM option to define the startup size and maximum size of heap memory.

We can use -Xss to define the stack memory size.

When stack memory is full, Java runtime throws java.lang.StackOverFlowError whereas if heap memory is full, it throws java.lang.OutOfMemoryError: Java Heap Space error.

Stack memory size is very less when compared to Heap memory. Because of simplicity in memory allocation (LIFO), stack memory is very fast when compared to heap memory.

**Abstraction**:

* Abstraction is "To represent the essential feature without representing the back ground details."
* Abstraction lets you focus on what the object does instead of how it does it.
* Abstraction provides you a generalized view of your classes or object by providing relevant information.
* Abstraction is the process of hiding the working style of an object, and showing the information of an object in understandable manner.

**Encapsulation**:

* Wrapping up data member and method together into a single unit (i.e. Class) is called Encapsulation.
* Encapsulation is like enclosing in a capsule. That is enclosing the related operations and data related to an object into that object.
* Encapsulation is like your bag in which you can keep your pen, book etc. It means this is the property of encapsulating members and functions.

**class Bag**

**{**

**book;**

**pen;**

**ReadBook();**

**}**

* Encapsulation means hiding the internal details of an object, i.e. how an object does something.
* Encapsulation prevents clients from seeing its inside view, where the behaviour of the abstraction is implemented.
* Encapsulation is a technique used to protect the information in an object from the other object.
* Hide the data for security such as making the variables as private, and expose the property to access the private data which would be public.
* So, when you access the property you can validate the data and set it.

**Abstraction/Encapsulation**

|  |  |
| --- | --- |
| **Abstraction** | **Encapsulation** |
| 1. Abstraction solves the problem in the design level. | 1. Encapsulation solves the problem in the implementation level. |
| 2. Abstraction is used for hiding the unwanted data and giving relevant data. | 2. Encapsulation means hiding the code and data into a single unit to protect the data from outside world. |
| 3. Abstraction lets you focus on what the object does instead of how it does it | 3. Encapsulation means hiding the internal details or mechanics of how an object does something. |
| 4. Abstraction- Outer layout, used in terms of design.  For Example:-   Outer Look of a Mobile Phone, like it has a display screen and keypad buttons to dial a number. | 4. Encapsulation- Inner layout, used in terms of implementation.  For Example:- Inner Implementation detail of a Mobile Phone, how keypad button and Display Screen are connect with each other using circuits. |

**Q) What is difference between polymorphism and inheritance?**

* Inheritance defines parent-child relationship between two classes, polymorphism take advantage of that relationship to add dynamic behavior in your code.
* Inheritance helps in code reusability by allowing child class to inherit behavior from the parent class. On the other hand Polymorphism allows Child to redefine already defined behavior inside parent class. Without Polymorphism it's not possible for a Child to execute its own behavior while represented by a Parent reference variable, but with Polymorphism he can do that.
* **Java doesn't allow multiple inheritances of classes, but allows**[**multiple inheritance of Interface**](http://java-questions.com/keyConcepts-interview-questions.html#diamond-problem)**, which is actually required to implement Polymorphism**. For example a Class can be Runnable, Comparator and Serializable at same time, because all three are interfaces. This makes them to pass around in code e.g. you can pass instance of this class to a method which accepts Serializable, or to Collections.sort() which accepts a Comparator.
* Both Polymorphism and Inheritance allow Object oriented programs to evolve. For example, by using Inheritance you can define new user types in an Authentication System and by using Polymorphism you can take advantage of already written authentication code. Since, Inheritance guarantees minimum base class behavior, a method depending upon super class or super interface can still accept object of base class and can authenticate it.

**What is Encapsulation?**

The encapsulation is achieved by combining the methods and attribute into a class. The class acts like a container encapsulating the properties. The users are exposed mainly public methods. The idea behind is to hide how things work and just exposing the requests a user can do.

**What is Association?**

Association is a relationship where all object have their own lifecycle and there is no owner. Let's take an example of Teacher and Student. Multiple students can associate with single teacher and single student can associate with multiple teachers but there is no ownership between the objects and both have their own lifecycle. Both can create and delete independently.

**What is Aggregation?**

Aggregation is a specialize form of Association where all object have their own lifecycle but there is ownership and child object cannot belong to another parent object. Let's take an example of Department and teacher. A single teacher cannot belong to multiple departments, but if we delete the department, teacher object will not destroy. We can think about "has-a" relationship.

**What is Composition?**

Composition is again specialize form of Aggregation and we can call this as a "death" relationship. It is a strong type of Aggregation. Child object does not have their lifecycle and if parent object deletes all child object will also be deleted. Let's take again an example of relationship between House and rooms. House can contain multiple rooms there is no independent life of room and any room cannot belong to two different house if we delete the house, room will automatically delete.

**Shallow Copy Vs Deep Copy in Java?**

Below is the list of differences between shallow copy and deep copy in java.

|  |  |
| --- | --- |
| Shallow Copy | Deep Copy |
| Cloned Object and original object are not 100% disjoint. | Cloned Object and original object are 100% disjoint. |
| Any changes made to cloned object will be reflected in original object or vice versa. | Any changes made to cloned object will not be reflected in original object or vice versa. |
| Default version of clone method creates the shallow copy of an object. | To create the deep copy of an object, you have to override clone method. |
| Shallow copy is preferred if an object has only primitive fields. | Deep copy is preferred if an object has references to other objects as fields. |
| Shallow copy is fast and also less expensive. | Deep copy is slow and very expensive. |

**Why is String immutable in Java?**

1. String Pool  
 When a string is created and if the string already exists in the pool, the reference of the existing string will be returned, instead of creating a new object. If string is not immutable, changing the string with one reference will lead to the wrong value for the other references.  
2. To Cache its Hashcode  
 if string is not immutable, one can change its hashcode and hence not fit to be cached.  
3. Security  
 String is widely used as parameter for many java classes, e.g. network connection, opening files, etc. Making it mutable might possess threats due to interception by the other code segment.

**[What is immutable object in Java? Can you change values of a immutable object?](http://www.fromdev.com/2012/02/java-interview-question-answer.html" \l "what-is-immutable-object-in-java--can-you-change-values-of-a-immutable-object-" \o "What is immutable object in Java? Can you change values of a immutable object?)**

A Java object is considered immutable when its state cannot change after it is created. Use of immutable objects is widely accepted as a sound strategy for creating simple, reliable code. Immutable objects are particularly useful in concurrent applications. Since they cannot change state, they cannot be corrupted by thread interference or observed in an inconsistent state. **java.lang.String** and **java.lang.Integer** classes are the Examples of immutable objects from the Java Development Kit. Immutable objects simplify your program due to following characteristics:

* Immutable objects are simple to use test and construct.
* Immutable objects are automatically thread-safe.
* Immutable objects do not require a copy constructor.
* Immutable objects do not require an implementation of clone.
* Immutable objects allow hash Code to use lazy initialization, and to cache its return value.
* Immutable objects do not need to be copied defensively when used as a field.
* Immutable objects are good Map keys and Set elements (Since state of these objects must not change while stored in a collection).
* Immutable objects have their class invariant established once upon construction, and it never needs to be checked again.
* Immutable objects always have "failure atomicity" (a term used by Joshua Bloch): if an immutable object throws an exception, it's never left in an undesirable or indeterminate state.

**[How to create a immutable object in Java? Does all property of immutable object needs to be final?](http://www.fromdev.com/2012/02/java-interview-question-answer.html" \l "how-to-create-a-immutable-object-in-java--does-all-property-of-immutable-object-needs-to-be-final-" \o "How to create a immutable object in Java? Does all property of immutable object needs to be final?)**

To create a object immutable You need to make the class final and all its member final so that once objects gets created no one can modify its state. You can achieve same functionality by making member as non final but private and not modifying them except in constructor. Also its NOT necessary to have all the properties final since you can achieve same functionality by making member as non final but private and not modifying them except in constructor.

[**What is difference between String, StringBuffer and StringBuilder? When to use them?**](http://www.fromdev.com/2012/02/java-interview-question-answer.html#what-is-difference-between-string--stringbuffer-and-stringbuilder--when-to-use-them-)

The main difference between the three most commonly used String classes as follows.

->StringBuffer and StringBuilder objects are mutable whereas String class objects are immutable.

->StringBuffer class implementation is synchronized while StringBuilder class is not synchronized.

Concatenation operator "+" is internally implemented by Java using either StringBuffer or StringBuilder.

Criteria to choose among String, StringBuffer and StringBuilder

-> If the Object value will not change in a scenario use String Class because a String object is immutable.

-> If the Object value can change and will only be modified from a single thread, use a StringBuilder because StringBuilder is unsynchronized(means faster).

-> If the Object value may change, and can be modified by multiple threads, use a StringBuffer because StringBuffer is thread safe(synchronized).

[**Why String class is final or immutable?**](http://www.fromdev.com/2012/02/java-interview-question-answer.html#why-string-class-is-final-or-immutable-)

It is very useful to have strings implemented as final or immutable objects. Below are some advantages of String Immutability in Java

* Immutable objects are thread-safe.
* Two threads can both work on an immutable object at the same time without any possibility of conflict.

Security:

* The system can pass on sensitive bits of read-only information without worrying that it will be altered.
* You can share duplicates by pointing them to a single instance.
* You can create substrings without copying. You just create a pointer into an existing base String guaranteed never to change. Immutability is the secret that makes Java substring implementation very fast.
* Immutable objects are good fit for becoming Hashtable keys. If you change the value of any object that is used as a hash table key without removing it and re-adding it you will lose the object mapping.
* Since String is immutable, inside each String is a char[] exactly the correct length. Unlike a String Builder there is no need for padding to allow for growth.
* If String were not final, you could create a subclass and have two strings that look alike when "seen as Strings", but that are actually different.

**How to create an immutable class?**

**To create an immutable class following steps should be followed:**

* Create a final class.
* Set the values of properties using constructor only.
* Make the properties of the class final and private
* Do not provide any setters for these properties.
* If the instance fields include references to mutable objects, don't allow those objects to be changed:
* Don't provide methods that modify the mutable objects.
* Don't share references to the mutable objects.
* Never store references to external, mutable objects passed to the constructor; if necessary, create copies, and store references to the copies. Similarly, create copies of your internal mutable objects when necessary to avoid returning the originals in your methods.

**What are the advantages of immutability?**

Immutable objects are automatically thread-safe; the overhead caused due to use of synchronization is avoided.

Once created the state of the immutable object cannot be changed so there is no possibility of them getting into an inconsistent state.

**The references to the immutable objects can be easily shared or cached without having to copy or clone them as there state cannot be changed ever after construction.**

The best use of the immutable objects is as the keys of a map.

**Prevent Cloning**

To implement cloning, we have to implement java.lang.Cloneable interface and override clone () method from Object class. It is a good idea to prevent cloning in a singleton class. To prevent cloning on singleton object, let us explicitly throw CloneNotSupportedException exception in clone() method.

**Immutable objects are automatically thread-safe –true/false?**

True. Since the state of the immutable objects can not be changed once they are created they are automatically synchronized/thread-safe.

**Use of HashCode and Equals()?**

Object class provides two methods hashcode() and equals() to represent the identity of an object. It is a common convention that if one method is overridden then other should also be implemented.

Before explaining why, lets see what is the contract between these two methods hold. As per the Java API documentation:

Whenever hashcode is invoked on the same object more than once during an execution of a Java application, the hashcode() method must consistently return the same integer, provided no information used in equals() comparisons on the object is modified. This integer need not remain consistent from one execution of an application to another execution of the same application.

If two objects are equal according to the equals(object) method, then calling the hashCode() method on each of the two objects must produce the same integer result.

It is NOT required that if two objects are unequal according to the equals(Java.lang.Object) method, then calling the hashCode() method on each of the two objects must produce distinct integer results. However, the programmer should be aware that producing distinct integer results for unequal objects may improve the performance of hashtables.

How to implement equals() method.

**Steps that need to be taken into consideration while implementing equals method.**

Use the == operator to check if the argument is a reference to this object. If so, return true. This is just a performance optimization, but one that is worth doing if the comparison is potentially expensive.

Use the instanceof operator to check if the argument has the correct type.

If not, return false. Typically, the correct type is the class in which the method occurs. Occasionally, it is some interface implemented by this class. Use an interface if the class implements an interface that refines the equals contract to permit comparisons across classes that implement the interface. Collection interfaces such as Set, List, Map, and Map.Entry have this property.

Cast the argument to the correct type. Because this cast was preceded by an instanceof test, it is guaranteed to succeed.

For each significant field in the class, checks if that field of the argument matches the corresponding field of this object.

If all these tests succeed, return true; otherwise, return false

**When you are finished writing your equals method, ask yourself three questions: Is it symmetric? Is it transitive? Is it consistent?**

The correct implementation of equals method for the String Helper class could be:

**Difference between throw and throws in Java?**

There are many differences between throw and throws keywords. A list of differences between throw and throws are given below:

|  |  |  |
| --- | --- | --- |
| No. | throw | throws |
| 1) | Java throw keyword is used to explicitly throw an exception. | Java throws keyword is used to declare an exception. |
| 2) | Checked exception cannot be propagated using throw only. | Checked exception can be propagated with throws. |
| 3) | Throw is followed by an instance. | Throws is followed by class. |
| 4) | Throw is used within the method. | Throws is used with the method signature. |
| 5) | You cannot throw multiple exceptions. | You can declare multiple exceptions e.g. public void method()throws IOException,SQLException. |

**Difference Between Checked And Unchecked Exceptions :**

|  |  |
| --- | --- |
| Checked Exceptions | Unchecked Exceptions |
| They are known at compile time. | They are known at run time. |
| They are checked at compile time. | They are not checked at compile time. Because they occur only at run time. |
| These are compile time exceptions. | These are run time exceptions. |
| If  these exceptions are not handled properly in the application, they give compile time error. | If these exceptions are not handled properly, they don’t give compile time error. But application will be terminated prematurely at run time. |
| All sub classes of java.lang.Exception Class except sub classes of RunTimeException are checked exceptions. | All sub classes of RunTimeException and sub classes of java.lang.Error are unchecked exceptions. |

**Iterator vs Enumeration**

Between Enumeration and Iterator, Enumeration is older and its there from JDK1.0, while iterator was introduced later. Iterator can be used with ArrayList, HashSet and other collection classes.  Another similarity between Iterator and Enumeration in Java is that functionality of Enumeration interface is duplicated by the Iterator interface.

Only major difference between Enumeration and iterator is Iterator has a remove() method while Enumeration doesn't. Enumeration acts as Read-only interface, because it has the methods only to traverse and fetch the objects, where as by using Iterator we can manipulate the objects like adding and removing the objects from collection e.g. Arraylist.

**Also Iterator is more secure and safe as compared to Enumeration because it does not allow other thread to modify the collection object while some threads is iterating over it and throws ConcurrentModificationException**. This is by far most important fact for me for deciding between Iterator vs Enumeration in Java.

In Summary both Enumeration and Iterator will give successive elements, but Iterator is new and improved version where method names are shorter, and has new method called remove. Here is a short comparison:

Enumeration: hasMoreElement(),nextElement(),N/A,

Iterator : hasNext(),next(),remove()

So Enumeration is used whenever we want to make Collection objects as Read-only.

**Difference between final, finally and finalize**

There are many differences between final, finally and finalize. A list of differences between final, finally and finalize are given below:

|  |  |  |  |
| --- | --- | --- | --- |
| No. | final | finally | finalize |
| 1) | Final is used to apply restrictions on class, method and variable. Final class can't be inherited, final method can't be overridden and final variable value can't be changed. | Finally is used to place important code, it will be executed whether exception is handled or not. | Finalize is used to perform clean up processing just before object is garbage collected. |
| 2) | Final is a keyword. | Finally is a block. | Finalize is a method. |

|  |
| --- |
| **Exception Handling with Method Overriding in Java?**  There are many rules if we talk about method overriding with exception handling. The Rules are as follows:  If the super class method does not declare an exception  If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but it can declare unchecked exception.  If the super class method declares an exception  If the super class method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception. |
| **Advantage of java inner classes?**  There are basically three advantages of inner classes in java. They are as follows:  1) Nested classes represent a special type of relationship that is it can access all the members (data members and methods) of outer class including private.  2) Nested classes are used to develop more readable and maintainable code because it logically group classes and interfaces in one place only.  3) Code Optimization: It requires less code to write. |
| |  |  | | --- | --- | | [Member Inner Class](http://www.javatpoint.com/member-inner-class) | A class created within class and outside method. | | [Anonymous Inner Class](http://www.javatpoint.com/anonymous-inner-class) | A class created for implementing interface or extending class. Its name is decided by the java compiler. | | [Local Inner Class](http://www.javatpoint.com/local-inner-class) | A class created within method. | | [Static Nested Class](http://www.javatpoint.com/static-nested-class) | A static class created within class. | | [Nested Interface](http://www.javatpoint.com/nested-interface) | An interface created within class or interface. | |

**There are 2 types of Nested Classes.?**

Static Nested Classes

Non-Static Nested Classes or Inner Classes

## Static Nested Classes In Java

* + If nested class is declared as static, then that nested class is called as **static nested class**
  + Static nested classes can contain both static and non-static members
  + We can access only static members of outer class inside a static nested class. We can’t access non-static members of outer class inside a static nested class.
  + We have seen that static methods can’t be abstract but static nested classes can be abstract.
  + Static nested class can be final.
  + Constructors and methods of nested classes can be overloaded.

## Non-Static Nested Classes In Java :

* + Nested classes which are declared as non-static or nested classes which can be accessed only though instantiating it’s outer class are called non-static nested classes. Non-static nested classes are also called as Inner Classes**.**

They are 3 types of Inner Classes in java.

* + **Member Inner Classes**

Member Inner Classes are non-static nested classes which are declared as non-static members of outer class.

Member inner classes must contain only non-static members. Static members are not allowed inside member inner classes.

You can declare a static field inside a member inner class if the field is final. And such field must be initialized at the time of declaration only. Remember, this rule is only for the fields not for the methods.

Member inner class may contain any number of IIB’s(Instantiation Initialization Block) but should not contain any SIB’s(Static Initialization Block).

We can access both static and non-static members of outer class inside a member inner class.

All members of outer class are accessible inside member inner class and all members of member inner class are accessible inside the outer class irrespective of their visibility.

Member inner classes can be abstract or can be final but not both.

* + **Local Inner Classes**

Local inner class in java is non-static nested class which is declared inside a method or a block.

Local inner classes must be defined inside a method or a block.

Local Inner Classes can’t be static. Because, local inner classes are nothing but local variables and local variables can’t be static.

Local inner classes can’t have static members. Only non-static members are allowed inside local inner classes. But local inner classes can contain static and final field.

To access members of local inner class, you must create an instance of it.

Local inner classes are local to a method or a block in which they are defined. i.e you can’t use local inner classes outside the method or block in which they are defined.

Only final local variables of methods or blocks containing local inner class can be used inside local inner class.

Local inner classes cannot be declared with access modifiers. i.e Local inner classes cannot be private, protected and public. But they can have private, public, protected and default members in them.

Local inner classes cannot be declared with access modifiers. i.e Local inner classes cannot be private, protected and public. But they can have private, public, protected and default members in them.

Local inner classes can be abstract or can be final but not both.

* + **Anonymous Inner classes**

Anonymous inner class, the name itself suggests that it is a class without a name. Anonymous inner class in java is an inner class or non-static nested class without a name.

Anonymous inner classes don’t have name. They are nameless.

You can create only one object to anonymous inner class. If you want to create another object, you have to write the whole class again.

When you are creating an anonymous inner class, you are actually creating a sub class to a class which needs to be modified. This sub class doesn’t have name and it is declared in another class. That’s why it is called Anonymous Inner Class.

While creating an anonymous inner class you are also creating an object to that subclass and it is referenced by super class reference variable. This also shows the polymorphism. Because, Super class reference variable can refer to super class object and also it’s sub class object.

Using anonymous inner class, you can implement both abstract classes and interfaces.

**Enum:**

**Enums** OR **Enum Types** OR **Enumeration types** are special data types which are used to represent similar kind of constants.

Enum types like classes can have fields, constructors and methods along with enum constants.

Enum constructors are private by default. Only private constructors are allowed in enum types. That’s why you can’t instantiate enum types using new operator.

Enum constants are created only once for the whole execution. All enum constants are created when you refer any enum constant first time in your code. While creating each enum constant, corresponding constructor is called.

Enum constants must be declared first ahead of fields, constructors and methods (if any).

All enum types extend java.lang.Enum class by default. As multiple inheritance is not supported in java, they can’t extend any other classes.

Enum types can implement any number of interfaces.

  Enum constants can have their own body called Constant Specific Body. In that body, you can define fields and methods. But, these methods and fields are visible within the Constant Specific Body in which they are defined.

Enum types are final by default. They can not be extended by any other types.

For every enum type written in a file, .class file will be generated after compilation.

Enum types can have any number of static initialization blocks as well as instance initialization blocks.

As java.lang.Enum class implements Comparable and Serializable interface, all enum types are Comparable andSerializable by default.

We can compare the enum constants using “==” operator.

You can retrieve the enum constants of any enum type using values() method. values() method returns an array of enum constants.

 Enums provide type-safety during compilation. That means you will get compile time error if you try to assign any other values other than the specified enum constants.

You can define enum types outside a class or inside a class but not inside a method or block.

ordinal() method is used get the order of an enum constant in an enum type.

 Enums are mostly used when you want to allow limited set of options which remain constant for whole execution and you know all possible options at compile time itself. For example, choices on a menu or options of a combobox.

**What if we call run() method directly instead start () method?**

|  |
| --- |
| Each thread starts in a separate call stack.  Invoking the run() method from main thread, the run () method goes onto the current call stack rather than at the beginning of a new call stack. |

**Daemon Thread in Java**

Daemon thread in java is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically. There are many java daemon threads running automatically e.g. gc, finalizer etc.

You can see all the detail by typing the **jconsole** in the command prompt. The jconsole tool provides information about the loaded classes, memory usage, running threads etc. Points to remember for Daemon Thread in Java.

It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.

Its life depends on user threads.

It is a low priority thread.

**Why JVM terminates the daemon thread if there is no user thread?**

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task. If there is no user thread, why should JVM keep running this thread? That is why JVM terminates the daemon thread if there is no user thread.

The java.lang.**Thread** class provides two methods for java daemon thread.

|  |  |  |  |
| --- | --- | --- | --- |
| 1) | public void setDaemon(boolean status) | is used to mark the current thread as daemon thread or user thread. | |
| 2) | public boolean isDaemon() | is used to check that current is daemon. |

**Java Garbage Collection**

In java, garbage means unreferenced objects. Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects. To do so, we were using free() function in C language and delete() in C++. But, in java it is performed automatically. So, java provides better memory management.

**Advantage of Garbage Collection**

It makes java memory efficient because garbage collector removes the unreferenced objects from heap memory. It is automatically done by the garbage collector (a part of JVM) so we don't need to make extra efforts.

**How can an object be unreferenced?**

There are many ways:

By nulling the reference

By assigning a reference to another

By annonymous object etc.

**finalize() method**

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:

protected void finalize(){}

Note: The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).

**gc() method**

The gc() method is used to invoke the garbage collector to perform cleanup processing.

The gc() is found in System and Runtime classes.

public static void gc(){}

Note: Garbage collection is performed by a daemon thread called Garbage Collector (GC).

This thread calls the finalize () method before object is garbage collected.

**The entire collection framework is divided into four interfaces.**

**1)** List  —> It handles sequential list of objects. ArrayList, Vector and LinkedList classes implement this interface.

2) Queue  —> It handles special list of objects in which elements are removed only from the head. LinkedList andPriorityQueue classes implement this interface.

3) Set  —> It handles list of objects which must contain unique element. This interface is implemented by HashSetand LinkedHashSet classes and extended by SortedSet interface which in turn, is implemented by TreeSet.

4) Map  —> This is the one interface in Collection Framework which is not inherited from Collection interface. It handles group of objects as Key/Value pairs. It is implemented by HashMap and HashTable classes and extended by SortedMap interface which in turn is implemented by TreeMap.

Three of above interfaces (List, Queue and Set) inherit from Collection interface. Although, Map is included in collection framework it does not inherit from Collection interface.

1. **List Interface:**

List Interface represents an ordered or sequential collection of objects. This interface has some methods which can be used to store and manipulate the ordered collection of objects. The classes which implement the List interface are called as Lists. ArrayList, Vector and LinkedList are some examples of lists. You have the control over where to insert an element and from where to remove an element in the list.

Here are some properties of lists.

Elements of the lists are ordered using Zero based index.

You can access the elements of lists using an integer index.

Elements can be inserted at a specific position using integer index. Any pre-existing elements at or beyond that position are shifted right.

Elements can be removed from a specific position. The elements beyond that position are shifted left.

A list may contain duplicate elements.

A list may contain multiple null elements.

List interface extends Collection interface. So, All 15 methods of Collection interface are inherited to List interface. Along with these methods, another 9 methods are included in the List interface to support the properties of lists.

1. [Advantages Of Using ArrayList Over Arrays](http://javaconceptoftheday.com/advantages-of-using-arraylist-over-arrays/)

Array and ArrayList are most used data types while developing any java applications. Both are used to store group of objects.

The drawbacks of arrays.

* + 1. Arrays are of fixed length. You can not change the size of the arrays once they are created.
    2. You can not accommodate an extra element in an array after they are created.
    3. Memory is allocated to an array during it’s creation only, much before the actual elements are added to it.

List down the advantages of using ArrayList over Arrays.

* + - * 1. You can define ArrayList as re-sizable array. Size of the ArrayList is not fixed. ArrayList can grow and shrink dynamically
        2. Elements can be inserted at or deleted from a particular position.
        3. ArrayList class has many methods to manipulate the stored objects.

d) If generics are not used, ArrayList can hold any type of objects.

1. Many are of the assumption that multiple insertion and removal operations on ArrayList will decrease the performance of an application. But, there will be no significant change in the performance of an application if you use ArrayList instead of arrays. Below example shows time taken to add 1000 string elements to ArrayList and array.
2. You can traverse an ArrayList in both the directions – forward and backward using ListIterator.
3. ArrayList can hold multiple null elements.
4. ArrayList can hold duplicate elements.
5. [**Collection Framework – The Queue Interface**](http://javaconceptoftheday.com/collection-framework-queue-interface/)

The Queue Interface extends Collection interface. It defines queue data structure which is normally First-In-First-Out. Queue is a data structure in which elements are added from one end and elements are deleted from another end. But, exception being the Priority Queue in which elements are removed from one end, but elements are added according to the order defined by the supplied comparator. Here is the hierarchy diagram of Queue interface.

**How Typical Queue Works?**

Queue is a data structure where elements are added from one end called tail of the queue and elements are removed from another end called head of the queue. Queue is also first-in-first-out type of data structure (except priority queue). That means an element which is inserted first will be the first element to be removed from the queue. You can’t add or get or set elements at an arbitrary position in the queues.

**Properties of Queue:**

1. Null elements are not allowed in the queue. If you try to insert null object into the queue, it throws NullPointerException.
2. Queue can have duplicate elements.
3. Unlike a normal list, queue is not random access. i.e you can’t set or insert or get elements at an arbitrary positions.
4. In most of cases, elements are inserted at one end called tail of the queue and elements are removed or retrieved from another end called head of the queue.
5. In the Queue Interface, there are two methods to obtain and remove the elements from the head of the queue. They are poll() and remove(). The difference between them is, poll() returns null if the queue is empty and remove() throws an exception if the queue is empty.
6. There are two methods in the Queue interface to obtain the elements but don’t remove. They are peek() and element(). peek() returns null if the queue is empty and element() throws an exception if the queue is empty.

## Methods Of Queue Interface:

Here are the methods of Queue interface. Some of the methods throw an exception if operation is not possible and some methods return a value (null or false) if operation is not possible.

|  |  |  |
| --- | --- | --- |
| Operation | Throws An Exception If operation is not possible | Returns null or false if operation is not possible |
| Add an element to the queue. | add() | offer() |
| Retrieve an element from the head of the queue. | element() | peek() |
| Retrieve And Remove an element from the head of the queue. | remove() | poll() |

1. [Collection Framework – The Deque Interface](http://javaconceptoftheday.com/collection-framework-deque-interface/)

The Deque is the short name for “Double Ended Queue”. As the name suggest, Deque is a linear collection of objects which supports insertion and removal of elements from both the ends. The Deque interface defines the methods needed to insert, retrieve and remove the elements from both the ends.

Properties Of Deque:

1. Unlike Queue, Deque can have null elements. But, it is recommended not to insert null elements as many methods return null to indicate Deque is empty.
2. Deque can have duplicate elements.
3. You can’t set or get or insert the elements at an arbitrary position of Deque. i.e Random access is not possible with the Deque.
4. You can use removeFirstOccurrenec(E e), removeLastOccurrence(E e) and remove(E e) methods to delete the elements from the Deque.
5. **Deque as Queue :**

As Deque interface extends Queue interface, it inherits all methods of Queue interface. So, you can use all those inherited methods to perform Queue operations. Along with them, methods defined in the Deque interface can also be used for Queue operations. Below is the list of Queue methods and their equivalent Deque methods.

|  |  |  |  |
| --- | --- | --- | --- |
| **Queue Methods** | | **Equivalent Deque Methods** | |
| add() | | 1. addLast() | |
| offer() | | 1. OfferLast() | |
| element() | | 1. getFirst() | |
| peek() | | 1. peekFirst() | |
| remove() | | 1. removeFirst() | |
| poll() | | 1. pollFirst() | |

**II. Deque as Stack:**

Deque interface has two more methods – pop() and push(). These two methods make Deque to function as a stack (Last-In-First-Out). Along with these two methods, you can also use addFirst(), peekFirst() and removeFirst() for stack operations. Below is the list of Stack methods and their equivalent methods of Deque.

|  |  |
| --- | --- |
| Stack Methods | Equivalent Deque Methods |
| push() | 1. addFirst() |
| pop() | 1. removeFirst() |
| peek() | 1. peekFirst() |

1. [**Collection Framework – The Set Interface**](http://javaconceptoftheday.com/collection-framework-set-interface/)**.**

The Set interface defines a set which contains a linear collection of objects with no duplicates. The Set interface extends Collection interface. Set interface does not have its own methods. All its methods are inherited from Collection interface. The only change that has been made to Set interface is that add() method will return false if you try to insert an element which is already present in the set**.**

## Properties of Set:

## Set contains only unique elements. It does not allow duplicates.

* + Set can contain only one null element.
  + Random access of elements is not possible.
  + Order of elements in a set is implementation dependent. HashSet elements are ordered on hash code of elements. TreeSet elements are ordered according to supplied Comparator (If no Comparator is supplied, elements will be placed in ascending order) and LinkedHashSet maintains insertion order.
  + Set interface contains only methods inherited from Collection interface. It does not have its own methods. But, applies restriction on methods so that duplicate elements are always avoided.
  + One more good thing about Set interface is that the stronger contract between equals() and hashCode() methods. According to this contract, you can compare two set instances of different implementation types (HashSet, TreeSet and LinkedHashSet).
  + Two set instances, irrespective of their implementation types, are said to be equal if they contain same elements.

1. [**Collection Framework – The SortedSet Interface**](http://javaconceptoftheday.com/collection-framework-sortedset-interface/)
   * The SortedSet interface extends Set interface. SortedSet is a set in which elements are placed according to supplied comparator. This Comparator is supplied while creating a SortedSet. If you don’t supply comparator, elements will be placed in ascending order. SortedSet interface defines 6 more methods along with the inherited methods from Set->Collection interfaces

## Properties of SortedSet Interface:

* + SortedSet cannot have null elements. If you try to insert null element, it gives NullPointerException at run time.
  + As SortedSet is a set, duplicate elements are not allowed.
  + SortedSet elements are sorted according to supplied Comparator. If you don’t mention any Comparator while creating a SortedSet, elements will be placed in ascending order.
  + Inserted elements must be of Comparable type and they must be mutually comparable.
  + You can retrieve first element and last elements of the SortedSet. You can’t access SortedSet elements randomly. i.e Random access is denied.
  + SortedSets returned by headSet(), tailSet() and subSet() methods are just views of the original set. So, changes in the returned set are reflected in the original set and vice versa.

|  |  |  |
| --- | --- | --- |
| SL NO. | **SortedSet Interface Methods** | **Description** |
| 1 | Comparator<? super E> comparator() | Returns Comparator used to order the elements. If no comparator is supplied, it returns null. |
| 2 | SortedSet<E> subSet(E fromElement, E toElement) | Returns a portion of this set whose elements range from ‘fromElement’ (Inclusive) and ‘toElement’ (Exclusive). |
| 3 | SortedSet<E> headSet(E toElement) | Returns a SortedSet whose elements are in the range from first element of the set (Inclusive) to ‘toElement’ (exclusive). |
| 4 | SortedSet<E> tailSet(E fromElement) | Returns a SortedSet whose elements are in the range from ‘fromElement’ (Inclusive) to last element of the set (exclusive). |
| 5 | E first() | Returns first element of the SortedSet. |
| 6 | E last() | Returns last element of the SortedSet |

1. [**Collection Framework – The NavigableSet Interface**](http://javaconceptoftheday.com/collection-framework-navigableset-interface/)**.**

The NavigableSet is a SortedSet with navigation facilities. The NavigableSet interface provides many methods through them you can easily find closest matches of any given element. It has the methods to find out less than, less than or equal to, greater than and greater than or equal of any element in a SortedSet.

**Properties of NavigableSet Interface:**

NavaigableSet can’t have null elements.

NavigableSet doesn’t support duplicate elements.

NavigableSet can be traversed and accessed in either ascending or descending order.

Methods subSet(), headSet() and tailSet() differ from SortedSet interface in taking additional arguments describing whether upper bound and lower bound are inclusive or exclusive.

1. [**Collection Framework – The ArrayList Class**](http://javaconceptoftheday.com/collection-framework-arraylist-class/)**.**

ArrayList, in simple terms, can be defined as re-sizable array. ArrayList is same like normal array but it can grow and shrink dynamically to hold any number of elements. ArrayList is a sequential collection of objects which increases or decreases in size as we add or delete the elements.

In ArrayList, elements are positioned according to Zero-based index. That means, elements are inserted from index 0. Default initial capacity of an ArrayList is 10. This capacity increases automatically as we add more elements to arraylist. You can also specify initial capacity of an ArrayList while creating it.

ArrayList class implements List interface and extends AbstractList. It also implements 3 marker interfaces –RandomAccess, Cloneable and Serializable.

## Properties Of ArrayList :

* Size of the ArrayList is not fixed. It can increase and decrease dynamically as we add or delete the elements.
* ArrayList can have any number of null elements.
* ArrayList can have duplicate elements.
* As ArrayList implements RandomAccess, you can get, set, insert and remove elements of the ArrayList from  any arbitrary position.
* When you insert an element in the middle of the ArrayList, the elements at the right side of that position are shifted one position right and when you delete an element, they will be shifted one position left. This feature of the ArrayList causes some performance issues as shifting of elements is time consuming if ArrayList has lots of elements.
* Elements are placed according to Zero-based index. That means, first element will be placed at index 0 and last element at index n-1, where ‘n’ is the size of the ArrayList.
* ArrayList is not synchronized. That means, multiple threads can use same ArrayList simultaneously.

[**Collection Framework – The Vector Class**](http://javaconceptoftheday.com/collection-framework-vector-class/)**.**

* The Vector Class is also dynamically grow-able and shrink-able collection of objects like an [ArrayList](http://javaconceptoftheday.com/collection-framework-arraylist-class/) class. But, the main difference between ArrayList and Vector is that Vector class is synchronized. That means, only one thread can enter into vector object at any moment of time.
* Vector class is preferred over ArrayList class when you are developing a multi threaded application. But, precautions need to be taken because vector may reduce the performance of your application as it is thread safety and only one thread is allowed to have object lock at any moment of time and remaining threads have to wait until a thread releases the object lock which is held by it. So, it is always recommended that if you don’t need thread safety environment, it is better to use ArrayList class than the Vector class.
* Vector class has same features as ArrayList. Vector class also extends AbstractList class and implements List interface. It also implements 3 marker interfaces – RandomAccess, Cloneable and Serializable.

## Properties Of Vector Class:

* The main feature of Vector class is that it is thread safety. All methods of Vector class are synchronized so that only one thread can execute them at any given time. This feature of Vector class is useful when you need thread safety code.
* Thread safety property of Vector class effects the performance of an application as it makes threads to wait for object lock.
* Capacity Increment: Capacity increment is an amount by which the capacity of the vector is automatically incremented whenever size of the vector exceeds it’s capacity. You can pass this capacity increment while creating a vector. If you don’t pass, capacity increment will be treated as zero and capacity of the vector will be doubled whenever size exceeds capacity.
* Unlike an ArrayList, you can set the size of the Vector manually. If the new size is greater than the current size, the new slots will be filled with null elements. If the new size is smaller than current size, then the extra elements will be discarded.
* You can traverse the vector using Enumeration object. Vector class has a method called elements() which returns an Enumeration object consisting of all elements of Vector.
* Vector class has separate methods to retrieve first and last element of vector object. You will not find these methods in ArrayList class. firstElement() retrieves first element and lastElement() method retrieves last element of the vector.

[**Why Not To Use Vector Class In Your Code?**](http://javaconceptoftheday.com/not-use-vector-class-code/)

Vector class is often considered as obsolete or “Due for Deprecation” by many experienced Java developers. They always recommend and advise not to use Vector class in your code. They prefer using ArrayList over Vector class. In this article, I have tried to list out some points regarding why not to use Vector class in your code.

1) You can achieve Thread Safety without Vector.

Vector class has only one advantage over ArrayList i.e it is thread safety. But, you can achieve thread safe ArrayList by using synchronizedList() method of Collections class. Below is the sample code.

public class MainClass

{

public static void main(String[] args)

{

ArrayList<Integer> list = new ArrayList<Integer>();

Collections.synchronizedList(list);

//It returns Synchronized list backed by original list.

}

}

2) Thread Safeness of Vector class is time consuming.

All methods of Vector class are synchronized. This makes each and every operation on Vector object thread safe. But, it is time consuming. Because, you need to acquire object lock for each operation you want to perform on vector object. Usually, you need set of operations to be synchronized not each and every operation. Isn’t make sense to take the object lock once, perform the operations you want and then release the lock when you are done. Why acquire the lock again and again for each operations?. This is the time consuming process and decreases the performance of your application.

3) Enumeration Vs Iterator

Vector class has a method which return Enumeration over the elements of Vector object. Although, Enumerations are faster than the Iterator, but it is not backed by the original collection. That means, any changes made to original collection does not reflect in Enumeration object. They ignore the modifications done during iteration. This may cause issues.

4) Is Vector class poorly designed?

Vector class combines two features – “Re-sizable Array” and “Synchronization“. This makes poor design. Because, if you need just “Re-sizable Array” and you use Vector class for that, you will get “synchronized Resizable Array” not just re-sizable array. This may reduce the performance of your application. Therefore, instead of using Vector class, always use ArrayList class. You will have re-sizable array and whenever you want to make it synchronized, use Collections.SynchronizedList().

[Java Collection Framework – The **LinkedList** Class](http://javaconceptoftheday.com/java-collection-framework-linkedlist-class/)

In general terms, LinkedList is a data structure where each element consist of three things. First one is the reference to previous element, second one is the actual value of the element and last one is the reference to next element.

The LinkedList class in Java is an implementation of doubly linked list which can be used both as a List as well asQueue. The LinkedList in java can have any type of elements including null and duplicates. Elements can be inserted and can be removed from both the ends and can be retrieved from any arbitrary position.

The LinkedList class extends AbstractSequentialList and implements List and Deque interfaces. It also implements 2 marker interfaces – Cloneable and Serializable.

Properties of LinkedList Class In Java

Elements in the LinkedList are called as Nodes. Where each node consist of three parts – Reference To Previous Element, Value Of The Element and Reference To Next Element.

Reference To Previous Element of first node and Reference To Next Element of last node are null as there will be no elements before the first node and after the last node.

You can insert the elements at both the ends and also in the middle of the LinkedList. Below is the list of methods for insertion operations

You can retrieve the elements form the head, from the middle and from the tail of the LinkedList. Below is the list of retrieval methods.

Insertion and removal operations in LinkedList are faster than the ArrayList. Because in LinkedList, there is no need to shift the elements after each insertion and removal. only references of next and previous elements need to be changed.

Retrieval of the elements is very slow in LinkedList as compared to ArrayList. Becaues in LinkedList, you have to traverse from beginning or end (whichever is closer to the element) to reach the element.

The LinkedList can be used as stack. It has the methods pop() and push() which make it to function as Stack.

The LinkedList can also be used as ArrayList, Queue, SIngle linked list and doubly linked list.

LinkedList can have multiple null elements.

LinkedList can have duplicate elements.

LinkedList class in Java is not of type Random Access. i.e the elements can not be accessed randomly. To access the given element, you have to traverse the LinkedList from beginning or end (whichever is closer to the element) to reach the given element.

[Java Collection Framework – The PriorityQueue Class](http://javaconceptoftheday.com/java-collection-framework-priorityqueue-class/)

The PriorityQueue is a queue in which elements are ordered according to specified Comparator. You have to specify this Comparator while creating a PriorityQueue itself. If no Comparator is specified, elements will be placed in their natural order. The PriorityQueue is a special type of queue because it is not a First-In-First-Out (FIFO) as in the normal queues. But, elements are placed according to supplied Comaparator.

The PriorityQueue does not allow null elements. Elements in the PriorityQueue must be of Comparable type, If you insert the elements which are not Comparable, you will get ClassCastException at run time.

PriorityQueue class extends AbstractQueue class which in turn implements Queue interface. PriorityQueue also implements one marker interface – java.io.Serializable interface.

Properties of PriorityQueue Class:

Elements in the PriorityQueue are ordered according to supplied Comparator. If Comparator is not supplied, elements will be placed in their natural order.

The PriorityQueue is unbounded. That means the capacity of the PriorityQueue increases automatically if the size exceeds capacity. But, how it grows is not specified.

The PriorityQueue can have duplicate elements but cannot have null elements.

All elements of the PriorityQueue must be of Comparable type.

Otherwise ClassCastException will be thrown at run time.

The head element of the PriorityQueue is always the least element and tail element is always the largest element according to specified Comparator.

The default initial capacity of PriorityQueue is 11.

You can retrieve the Comparator used to order the elements of the PriorityQueue using comparator() method.

PriorityQueue is not a thread safe.

[**Java Collection Framework – The HashSet Class**](http://javaconceptoftheday.com/java-collection-framework-hashset-class/)

* The HashSet class in Java is an implementation of Set interface. HashSet is a collection of objects which contains only unique elements. Duplicates are not allowed in HashSet. HashSet gives constant time performance for insertion, removal and retrieval operations. It allows only one null element.
* The HashSet internally uses HashMap to store the objects. The elements you insert in HashSet will be stored as keys of that HashMap object and their values will be a constant called PRESENT. This constant is defined as private static final Object PRESENT = new Object() in the source code of HashSet class.
* HashSet class extends AbstractSet class and implements Set interface. It also implements Cloneable and Serializable marker interfaces.

## Properties Of HashSet Class In Java

* HashSet class uses HashMap internally to store the objects. The keys of that HashMap object will be the elements of HashSet and their values will be a constant.
* HashSet does not allow duplicate elements. If you try to insert a duplicate element, older element will be overwritten.
* HashSet can have maximum one null element.
* HashSet doesn’t maintain any order. The order of the elements will be largely unpredictable. And it also doesn’t guarantee that order will remain constant over time.
* HashSet offers constant time performance for insertion, removal and retrieval operations
* HashSet class is not synchronized. If you want synchronized HashSet, use Collections.synchronizedSet()method.

# [Java Collection Framework – The LinkedHashSet Class](http://javaconceptoftheday.com/java-collection-framework-linkedhashset-class/)

* The LinkedHashSet in java is an ordered version of HashSet which internally maintains one doubly linked list running through it’s elements. This doubly linked list is responsible for maintaining the insertion order of the elements. Unlike HashSet which maintains no order, LinkedHashSet maintains insertion order of elements. i.e elements are placed in the order they are inserted. LinkedHashSet is recommended over HashSet if you want a unique collection of objects in an insertion order.
* The LinkedHashSet class extends HashSet class and implements Set interface. It also implements Cloneable and Serializable marker interfaces.
* Properties of LinkedHashSet Class In Java:
* LinkedHashSet internally uses LinkedHashMap to store it’s elements just like HashSet which internally uses HashMap to store it’s elements.
* LinkedHashSet maintains insertion order. This is the main difference between LinkedHashSet and HashSet.
* LinkedhashSet also gives constant time performance for insertion, removal and retrieval operations. The performance of LinkedHashSet is slightly less than the Hashset as it has to maintain doubly linked list internally to order it’s elements.
* Iterator returned by LinkedHashSet is fail-fast. i.e if the LinkedHashSet is modified at any time after the Iterator is created, it throws ConcurrentModificationException.
* LinkedHashSet doesn’t allow duplicate elements and allows only one null element.
* LinkedHashSet is not synchronized. To get the synchronized LinkedHashSet, useCollections.synchronizedSet() method.

[Java Collection Framework – The TreeSet Class](http://javaconceptoftheday.com/java-collection-framework-treeset-class/)

The TreeSet is another popular implementation of Set interface. We have seen other two implementations of Set interface –  [HashSet](http://javaconceptoftheday.com/java-collection-framework-hashset-class/) and [LinkedHashSet](http://javaconceptoftheday.com/java-collection-framework-linkedhashset-class/). HashSet doesn’t maintain any order where as LinkedHashSet maintains insertion order. The main difference between these two implementations and Treeset is, elements in TreeSet aresorted according to supplied Comparator. You need to supply this Comparator while creating a TreeSet itself. If you don’t pass any Comparator while creating a TreeSet, elements will be placed in their natural.

The TreeSet class in java is a direct implementation of NavigableSet interface which in turn extends SortedSet interface (which in turn extends Set interface).

## Properties Of TreeSet Class In Java

The elements in TreeSet are sorted according to specified Comparator. If no Comparator is specified, elements will be placed according to their natural ascending order.

Elements inserted in the TreeSet must be of Comparable type and elements must be mutually comparable. If the elements are not mutually comparable, you will get ClassCastException at run time

TreeSet does not allow even a single null element.

TreeSet is not synchronized. To get a synchronized TreeSet, use Collections.synchronizedSortedSet() method.

TreeSet gives performance of order log(n) for insertion, removal and retrieval operations.

Iterator returned by TreeSet is of fail-fast nature. That means, If TreeSet is modified after the creation of Iterator object, you will get ConcurrentModificationException.

TreeSet internally uses TreeMap to store it’s elements just like HashSet and LinkedHashSet which use HashMap and LinkedHashMap respectively to store their elements.

[J**ava Collection Framework – The Map Interface**](http://javaconceptoftheday.com/java-collection-framework-map-interface/)

The Map interface in java is one of the four top level interfaces of Java Collection Framework along with [List](http://javaconceptoftheday.com/collection-framework-list-interface/), [Set](http://javaconceptoftheday.com/collection-framework-set-interface/)and [Queue](http://javaconceptoftheday.com/collection-framework-queue-interface/) interfaces. But, unlike others, it doesn’t inherit from [Collection](http://javaconceptoftheday.com/collection-framework-collection-interface/) interface. Instead it starts it’s own interface hierarchy for maintaining the key-value associations. Map is an object of key-value pairs where each key is associated with a value. This interface is the replacement for ‘Dictionary‘ class which is an abstract class introduced in JDK 1.0.

HashMap, LinkedHashMap and TreeMap are three popular implementations of Map interface.

**Properties of Map Interface In Java:**

1) Map interface is a part of Java Collection Framework, but it doesn’t inherit Collection Interface.

2) Map interface stores the data as a key-value pairs where each key is associated with a value.

3) A map cannot have duplicate keys but can have duplicate values.

4) Each key at most must be associated with one value.

5) Each key-value pairs of the map are stored as Map.Entry objects. Map.Entry is an inner interface of Map interface.

6)The common implementations of Map interface are HashMap, LinkedHashMap and TreeMap.

7) Order of elements in map is implementation dependent. HashMap doesn’t maintain any order of elements.LinkedHashMap maintains insertion order of elements. Where as TreeMap places the elements according to supplied Comparator.

8) The Map interface provides three methods, which allows map’s contents to be viewed as a set of keys (keySet() method), collection of values (values() method), or set of key-value mappings (entrySet() method).

[What is the difference between Sorting performance of](http://www.fromdev.com/2008/05/java-collections-questions.html" \l "15) **[Arrays.sort](http://www.fromdev.com/2008/05/java-collections-questions.html" \l "15)** [() vs](http://www.fromdev.com/2008/05/java-collections-questions.html" \l "15) **[Collections.sort](http://www.fromdev.com/2008/05/java-collections-questions.html" \l "15)**[() ? Which one is faster? Which one to use and when?](http://www.fromdev.com/2008/05/java-collections-questions.html" \l "15)

Many developers are concerned about the performance difference between java.util.Array.sort() java.util.Collections.sort() methods. Both methods have same algorithm the only difference is type of input to them. Collections.sort() has a input as List so it does a translation of List to array and vice versa which is an additional step while sorting.   
  
So this should be used when you are trying to sort a list. Arrays.sort is for arrays so the sorting is done directly on the array. So clearly it should be used when you have a array available with you and you want to sort it.

[Java Collection Framework – The HashMap Class.](http://javaconceptoftheday.com/java-collection-framework-map-interface/)

The java.util.HashMap is a popular implementation of Map interface which holds the data as key-value pairs. HashMap extends AbstractMap class and implements Cloneable and Serializable interfaces. In this article, we will discuss about hierarchy of HashMap, properties of HashMap and some important methods of HashMap in java.

As already said, HashMap extends AbstractMap class and implements Cloneable and Serializable interfaces. AbstractMap is an abstract class which provides skeletal implementation of Map interface. Below is the hierarchy structure of java.util.HashMap class.

Properties Of HashMap In Java :

1) HashMap holds the data in the form of key-value pairs where each key is associated with one value.

2) HashMap doesn’t allow duplicate keys. But it can have duplicate values.

3) HashMap can have multiple null values and only one null key.

4) HashMap is not synchronized. To get the synchronized HashMap, use Collections.synchronizedMap () method.

5) HashMap maintains no order.

6) HashMap gives constant time performance for the operations like get() and put() methods.

7) Default initial capacity of HashMap is 16.

[**What is Load factor and Rehashing in Hashmap?**](http://javabypatel.blogspot.in/2015/10/what-is-load-factor-and-rehashing-in-hashmap.html)

**Load Factor:**

When the total number of items in hashmap goes on increasing keeping the default initial capacity of hashmap 16, At one point of time, hashmap performance will start degrading and need to increase buckets for improving performance.  
  
 Load Factor is a measure, which decides when exactly to increase the hashmap capacity (buckets) to maintain get and put operation complexity of O(1).

Default load factor of Hashmap is 0.75f (i.e 75% of current map size).

**Rehashing:**

Rehashing is the process of re-calculating the hashcode of already stored entries (Key-Value pairs), to move them to another bigger size hashmap when Load factor threshold is reached.  
  
When the number of items in map, crosses the Load factor limit at that time hashmap doubles its capacity and hashcode is re-calculated of already stored elements for even distribution of key-value pairs across new buckets.  
  
**Why Rehashing is required?**  
  
After doubling the capacity, what to do with the key-value pairs already present in buckets?

If we keep the existing key-value pairs as it is, then doubling the capacity may not help, because O(1) complexity will be achieved only if items are evenly distributed across all buckets.  
  
So for each existing key-value pairs, hashcode is calculated again with increased hashmap capacity as a parameter, which results in either placing the item in same bucket or in different bucket.

When the size of hashmap is changed, the process of re-calculating the hashcode of already placed key-value pair again is known as Rehashing.

Rehashing is done to distribute items across the new length hashmap, so that get and put operation time complexity remains O(1).  
  
NOTE: Hashmap maintain complexity of O(1) while inserting data in and getting data from hashmap, but for 12th key-value pair, put request will no longer be O(1), because as soon as map will realize that 12th element came in, that is 75% of map is filled. It will first double the bucket (array) capacity and then it will go for Rehash.  
 Rehashing requires re-computing hashcode of already placed 11 key-value pairs again and putting them at new index which requires time.

But overall time complexity provided by hashmap, which is O(1) for get and put operations, will amortize Rehashing process over long run.

**How To Convert HashMap To ArrayList In Java?**

As HashMap contains key-value pairs, there are three ways you can convert given HashMap to ArrayList. You can convert HashMap keys into ArrayList or you can convert HashMap values into ArrayList or you can convert key-value pairs into ArrayList.

a) **Conversion Of HashMap Keys Into ArrayList :**

For this, we use keySet() method of HashMap which returns the Set containing all keys of the HashMap. And then we pass this Set while constructing the ArrayList.

**//Creating a HashMap object**

**HashMap<String, String> map = new HashMap<String, String>();**

**//Getting Set of keys from HashMap**

**Set<String> keySet = map.keySet();**

**//Creating an ArrayList of keys by passing the keySet**

**ArrayList<String> listOfKeys = new ArrayList<String>(keySet);**

**b) Conversion Of HashMap Values Into ArrayList :**

For this, we use values() method of HashMap which returns the Collection containing all values of the HashMap. Then we use this Collection to create the ArrayList of values.

**//Creating a HashMap object**

**HashMap<String, String> map = new HashMap<String, String>();**

**//Getting Collection of values from HashMap**

**Collection<String> values = map.values();**

**//Creating an ArrayList of values**

**ArrayList<String> listOfValues = new ArrayList<String>(values);**

c) Conversion Of HashMap’s Key-Value Pairs Into ArrayList :

For this, we use entrySet() method of HashMap which returns the Set of Entry<K, V> objects where each Entry object represents one key-value pair. We pass this Set to create the ArrayList of key-value pairs.

**//Creating a HashMap object**

**HashMap<String, String> map = new HashMap<String, String>();**

**//Getting the Set of entries**

**Set<Entry<String, String>> entrySet = map.entrySet();**

**//Creating an ArrayList Of Entry objects**

**ArrayList<Entry<String, String>> listOfEntry = new ArrayList<Entry<String,String>>(entrySet);**

### How HashMap internally works in Java?

Hash Map is one of the most used collection, though it will be surprising to know that maps themselves are not collections because they don't implement Collection interface. However collection view of a map can be obtained using entrySet() method. To obtain a collection-view of the keys, keySet() method can be used.

Coming to the internal working of the HashMap, which is also a favourite [Java Collections interview question](http://netjs.blogspot.com/2015/11/java-collections-interview-questions.html), there are four things we should know about before going into the internals of how does HashMap work in Java -

HashMap works on the principal of hashing.

Map.Entry interface - This interface gives a map entry (key-value pair). HashMap in Java stores both key and value object, in bucket, as an object of Entry class which implements this nested interface Map.Entry.

hashCode() -HashMap provides put(key, value) for storing and get(key) method for retrieving Values from HashMap. When put() method is used to store (Key, Value) pair, HashMap implementation calls hashcode on Key object to calculate a hash that is used to find a bucket where Entry object will be stored. When get() method is used to retrieve value, again key object is used to calculate a hash which is used then to find a bucket where that particular key is stored.

equals() - equals() method is used to compare objects for equality. In case of HashMap key object is used for comparison, also using equals() method Map knows how to handle hashing collision (hashing collision means more than one key having the same hash value, thus assigned to the same bucket. In that case objects are stored in a linked list, refer [figure](http://netjs.blogspot.in/2015/05/how-hashmap-internally-works-in-java.html#hashmap) for more clarity.   
Where hashCode method helps in finding the bucket where that key is stored, equals method helps in finding the right key as there may be more than one key-value pair stored in a single bucket.

\*\* Bucket term used here is actually an index of array, that array is called table in HashMap implementation. Thus table[0] is referred as bucket0, table[1] as bucket1 and so on.

Refer [Overriding hashCode() and equals() method in Java](http://netjs.blogspot.com/2015/06/overriding-hashcode-and-equals-method.html) to know more about hashCode() and equals() method

How important it is to have a proper hash code and equals method can be seen through the help of the following program -

public class HashMapTest {

public static void main(String[] args) {

Map <Key, String> cityMap = new HashMap<Key, String>();

cityMap.put(new Key(1, "NY"),"New York City" );

cityMap.put(new Key(2, "ND"), "New Delhi");

cityMap.put(new Key(3, "NW"), "Newark");

cityMap.put(new Key(4, "NP"), "Newport");

System.out.println("size before iteration " + cityMap.size());

Iterator <Key> itr = cityMap.keySet().iterator();

while (itr.hasNext()){

System.out.println(cityMap.get(itr.next()));

}

System.out.println("size after iteration " + cityMap.size());

}

}

// This class' object is used as key

// in the HashMap

class Key{

int index;

String Name;

Key(int index, String Name){

this.index = index;

this.Name = Name;

}

@Override

// A very bad implementation of hashcode

// done here for illustrative purpose only

public int hashCode(){

return 5;

}

@Override

// A very bad implementation of equals

// done here for illustrative purpose only

public boolean equals(Object obj){

return true;

}

}

Output

size before iteration 1

Newport

size after iteration 1

Understanding the Code

Lets get through the code to see what is happening, this will also help in understanding how put works internally.

Notice that I am inserting 4 values in the [HashMap](http://netjs.blogspot.com/2015/05/how-to-loop-iterate-hash-map-in-java.html), still in the output it says size is 1 and iterating the map gives me the last inserted entry. Why is that?

Answer lies in, how hashCode() and equals() method are implemented for the key Class. Have a look at the hashCode() method of the class Key which always returns "5" and the equals() method which is always returning "true".

When a value is put into HashMap it calculates a hash using key object and for that it uses the hashCode() method of the key object class (or its parent class). Based on the calculated hash value HashMap implementation decides which bucket should store the particular Entry object.

In my code the hashCode() method of the key class always returns "5". This effectively means calculated hash value, is same for all the entries inserted in the HashMap. Thus all the entries are stored in the same bucket.

Second thing, a HashMap implementation does is to use equals() method to see if the key is equal to any of the already inserted keys (Recall that there may be more than one entry in the same bucket). Note that, with in a bucket key-value pair entries (Entry objects) are stored in a linked-list (Refer figure for more clarity). In case hash is same, but equals() returns false (which essentially means more than one key having the same hash or hash collision) Entry objects are stored, with in the same bucket, in a linked-list.

In my code, I am always returning true for equals() method so the HashMap implementation "thinks" that the keys are equal and overwrites the value. So, in a way using hashCode() and equals() I have "tricked" HashMap implementation to think that all the keys (even though different) are same, thus overwriting the values.

In a nutshell there are three scenarios in case of put() -

Using hashCode() method, hash value will be calculated. Using that hash it will be ascertained, in which bucket particular entry will be stored.

equals() method is used to find if such a key already exists in that bucket, if no then a new node is created with the map entry and stored within the same bucket. A linked-list is used to store those nodes.

If equals() method returns true, which means that the key already exists in the bucket. In that case, the new value will overwrite the old value for the matched key.
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Pictorial representation of how Entry (key-value pair) objects will be stored in table array

How get() methods works internally

As we already know how Entry objects are stored in a bucket and what happens in the case of Hash Collision it is easy to understand what happens when key object is passed in the get method of the HashMap to retrieve a value.

Using the key again hash value will be calculated to determine the bucket where that Entry object is stored, in case there are more than one Entry object with in the same bucket stored as a linked-list equals() method will be used to find out the correct key. As soon as the matching key is found get() method will return the value object stored in the Entry object.

In case of null Key

As we know that HashMap also allows null, though there can only be one null key in HashMap. While storing the Entry object HashMap implementation checks if the key is null, in case key is null, it always map to bucket 0 as hash is not calculated for null keys.

HashMap changes in Java 8

Though HashMap implementation provides constant time performance O(1) for get() and put() method but that is in the ideal case when the Hash function distributes the objects evenly among the buckets.

But the performance may worsen in the case hashCode() used is not proper and there are lots of hash collisions. As we know now that in case of hash collision entry objects are stored as a node in a linked-list and equals() method is used to compare keys. That comparison to find the correct key with in a linked-list is a linear operation so in a worst case scenario the complexity becomes O(n).

To address this issue in Java 8 hash elements use balanced trees instead of linked lists after a certain threshold is reached. Which means HashMap starts with storing Entry objects in linked list but after the number of items in a hash becomes larger than a certain threshold, the hash will change from using a linked list to a balanced tree, this will improve the worst case performance from O(n) to O(log n).

Points to note -

HashMap works on the principal of hashing.

HashMap uses the hashCode() method to calculate a hash value. Hash value is calculated using the key object. This hash value is used to find the correct bucket where Entry object will be stored.

HashMap uses the equals() method to find the correct key whose value is to be retrieved in case of get() and to find if that key already exists or not in case of put().

Hashing collision means more than one key having the same hash value, in that case Entry objects are stored as a linked-list with in a same bucket.

With in a bucket values are stored as Entry objects which contain both key and value.

In Java 8 hash elements use balanced trees instead of linked lists after a certain threshold is reached while storing values. This improves the worst case performance from O(n) to O(log n).

**Difference between HashMap and Hashtable in Java?**

Both HashMap and Hashtable implements Map interface but there is some significant difference between them which is important to remember before deciding whether to use HashMap or Hashtable in Java. Some of them are thread-safety, synchronization, and speed. here are those differences:

1. The HashMap class is roughly equivalent to Hashtable, except that it is non-synchronized and permits nulls. (HashMap allows null values as key and value whereas [Hashtable](http://javarevisited.blogspot.sg/2012/01/java-hashtable-example-tutorial-code.html)doesn't allow nulls).

2. One of the major differences between HashMap and Hashtable is that HashMap is non-synchronized whereas Hashtable is synchronized, which means Hashtable is thread-safe and can be shared between multiple threads but HashMap cannot be shared between multiple threads without proper synchronization. Java 5 introduces [ConcurrentHashMap](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html)which is an alternative of Hashtable and provides better scalability than Hashtable in Java.

[![HashMap vs Hashtable in Java](data:image/png;base64,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)](https://3.bp.blogspot.com/-iw2pMTU6pHo/VvP3HoW7XrI/AAAAAAAAFSQ/By53EkcfMGkoth857hnsc57XxYy8uwfAA/s1600/Difference+between+HashMap,+TreeMap,+LinkedHashMap+and+hashtable+in+Java.png)

3. Another significant difference between HashMap vs Hashtable is that Iterator in the HashMap is  a fail-fast iterator  while the enumerator for the Hashtable is not and throw ConcurrentModificationException if any other Thread modifies the map structurally  by adding or removing any element except Iterator's own remove() method. But this is not a guaranteed behavior and will be done by JVM on best effort. This is also an important [difference between Enumeration and Iterator in Java](http://javarevisited.blogspot.sg/2010/10/what-is-difference-between-enumeration.html).  
  
4. One more notable difference between Hashtable and HashMap is that because of thread-safety and synchronization Hashtable is much slower than HashMap if used in Single threaded environment. So if you don't need synchronization and HashMap are only used by one thread, it outperforms Hashtable in Java.  
  
5. HashMap does not guarantee that the order of the map will remain constant over time.

**HashMap and Hashtable : note on Some Important Terms**

1) Synchronized means only one Thread can modify a hash table at one point of time. Basically, it means that any thread before performing an update on a Hashtable will have to acquire a lock on the object while others will wait for the lock to be released.

2) Fail-safe is relevant from the context of iterators. If an [Iterator or ListIterator](http://javarevisited.blogspot.sg/2011/10/java-iterator-tutorial-example-list.html) has been created on a collection object and some other thread tries to modify the collection object "structurally", a concurrent modification exception will be thrown. It is possible for other threads though to invoke "set" method since it doesn't modify the collection "structurally". However, if prior to calling "set", the collection has been modified structurally, "IllegalArgumentException" will be thrown.

**Difference between ConcurrentHashMap and Hashtable?**

So what is the difference between Hashtable and ConcurrentHashMap, both can be used in the multithreaded environment but once the size of Hashtable becomes considerable large performance degrade because for iteration it has to be locked for a longer duration.

Since ConcurrentHashMap introduced the concept of segmentation, how large it becomes only certain part of it get locked to provide thread safety so many other readers can still access map without waiting for iteration to complete.  In Summary, ConcurrentHashMap only locked certain portion of Map while Hashtable locks full map while doing iteration. This will be clearer by looking at this diagram which explains the internal working of ConcurrentHashMap in Java.

**The difference between ConcurrentHashMap and Collections.synchronizedMap?**

ConcurrentHashMap is designed for concurrency and improve performance while HashMap which is non-synchronized by nature can be synchronized by applying a wrapper using synchronized Map. Here are some of the common differences between ConcurrentHashMap and synchronized map in Java  
  
ConcurrentHashMap does not allow null keys or null values while synchronized HashMap allows one null key.  
**Comparator vs Comparable**

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Comparable** | **Comparator** |
| Sorting logic | Sorting logic must be in same class whose objects are being sorted. Hence this is called natural ordering of objects | Sorting logic is in separate class. Hence we can write different sorting based on different attributes of objects to be sorted. E.g. Sorting using id,name etc. |
| Implementation | Class whose objects to be sorted must implement this interface.e.g Country class needs to implement comparable to collection of country object by id | Class whose objects to be sorted do not need to implement this interface. Some other class can implement this interface. E.g.-Country SortById Comparator class can implement Comparator interface to sort collection of country object by id |
| Sorting method | int compareTo(Object o1) This method compares this object with o1 object and returns  a integer. Its value has following meaning 1. positive – this object is greater than o1 2. zero – this object equals to o1 3. negative – this object is less than o1 | int compare(Object o1,Object o2) This method compares o1 and o2 objects. and returns  a integer. Its value has following meaning. 1. positive – o1 is greater than o2 2. zero – o1 equals to o2 3. negative – o1 is less than o1 |
| Calling method | Collections.sort(List) Here objects will be sorted on the basis of CompareTo method | Collections.sort(List, Comparator) Here objects will be sorted on the basis of Compare method in Comparator |
| Package | Java.lang.Comparable | Java.util.Comparator |

**What is Fail-fast in java?**

A fail-fast system is nothing but immediately report any failure that is likely to lead to failure. When a problem occurs, a fail-fast system fails immediately. In Java, we can find this behavior with iterators. In case, you have called iterator on a collection object, and another thread tries to modify the collection object, then concurrent modification exception will be thrown. This is called fail-fast.

**What is Fail-safe iterator?**

Fail Safe Iterator makes copy of the internal data structure (object array) and iterates over the copied data structure. Any structural modification done to the iterator affects the copied data structure. So, original data structure remains structurally unchanged .Hence, no ConcurrentModificationException throws by the fail safe iterator.

Two issues associated with Fail Safe Iterator are :

1. Overhead of maintaining the copied data structure i.e memory.

2. Fail safe iterator does not guarantee that the data being read is the data currently in the original data structure.

Recap : Difference between Fail Fast Iterator and Fail Safe Iterator 

|  |  |  |
| --- | --- | --- |
|  | Fail Fast Iterator | Fail Safe Iterator |
| Throw ConcurrentModification Exception | Yes | No |
| Clone object | No | Yes |
| Memory Overhead | No | Yes |
| Examples | HashMap,Vector,ArrayList,HashSet | CopyOnWriteArrayList, ConcurrentHashMap |

**What will happen if you put return statement or System.exit () on try or catch block? Will finally block execute?**

This is a very popular tricky Java question and it's tricky because many programmers think that no matter what, but the [finally block](http://java67.blogspot.com/2016/06/difference-between-final-vs-finally-vs-finalize-in-java.html) will always execute. This question challenge that concept by putting a return statement in the try or catch block or calling System.exit() from try or catch block. Answer of this tricky question in Java is that finally block will execute even if you put a return statement in the try block or catch block but finally block won't run if you call System.exit() from try or catch block. 

**Synchronization:**

Synchronization in java is the capability to control the access of multiple threads to any shared resource.

Java Synchronization is better option where we want to allow only one thread to access the shared resource. The synchronization is mainly used to

**To prevent thread interference,**

**To prevent consistency problem.**

There are two types of synchronization - Process Synchronization, Thread Synchronization

There are two types of thread synchronization mutual exclusive and inter-thread communication.

Mutual Exclusive- Synchronized method, Synchronized block, static synchronization.

Cooperation (Inter-thread communication in java)

**Concept of Lock in Java**

Synchronization is built around an internal entity known as the lock or monitor. Every object has an lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

From Java 5 the package java.util.concurrent.locks contains several lock implementations

**Static synchronization**

If you make any static method as synchronized, the lock will be on the class not on object.

**What is Dead Lock?**

When two or more threads are waiting for each other to release lock and get stuck for infinite time, situation is called deadlock. It will only happen in case of multitasking.

**[How to find a deadlock has occurred in Java? How to detect a Deadlock in Java?](http://www.fromdev.com/2008/05/java-threading-questions.html" \l "how-to-find-a-deadlock-has-occurred-in-java-" \o "How to find a deadlock has occurred in Java?)**

Earlier versions of Java had no mechanism to handle/detect deadlock. Since JDK 1.5 there are some powerful methods added in the java.lang.management package to diagnose and detect deadlocks. The java.lang.management.ThreadMXBean interface is management interface for the thread system of the Java virtual machine. It has two methods which can leverage to detect deadlock in a Java application.

findMonitorDeadlockedThreads() - This method can be used to detect cycles of threads that are in deadlock waiting to acquire object monitors. It returns an array of thread IDs that are deadlocked waiting on monitor.

findDeadlockedThreads() - It returns an array of thread IDs that are deadlocked waiting on monitor or ownable synchronizers.

[**How to Avoid the Deadlock in Java**](http://javaconceptoftheday.com/avoid-the-deadlock-java/)**?**

Deadlock is a dangerous condition, if it happens , it will bring the whole application to complete halt. So, extra care need to be taken to avoid the deadlock. Followings are some tips that can be used to avoid the deadlock in java.

Try to avoid nested synchronized blocks. Nested synchronized blocks makes a thread to acquire another lock while it is already holding one lock. This may create the deadlock if another thread wants the same lock which is currently held by this thread.

**Lock Ordering :**

If you needed nested synchronized blocks at any cost, then make sure that threads acquire the needed locks in some predefined order. For example, If there are three threads t1, t2 and t3 running concurrently and they needed locks A, B and C in the following manner,

[?](http://javaconceptoftheday.com/avoid-the-deadlock-java/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | Thread t1 :          Lock A          Lock B  Thread t2 :          Lock A          Lock C  Thread t3 :          Lock A          Lock B          Lock C |

In the above scenario, t1 needs A and B locks, t2 needs A and C locks and t3 needs A, B and C locks. If you define an order to acquire the locks like, Lock A must be acquired before Lock B and Lock B must be acquired before Lock c, then deadlock never occurs in the above case.

If you define such lock ordering, then thread t2 never acquire lock C and t3 never acquire lock B and lock C until they got lock A. They will wait for lock A until it is released by t1. After lock A is released by t1, any one of these threads will acquire lock A on the priority basis and finishes their task. Other thread which is waiting for lock A, will never try to acquire remaining locks.

By defining such lock ordering, you can avoid the deadlock.

**Lock Timeout:**

Another deadlock preventive tip is to specify the time for a thread to acquire the lock. If it fails to acquire the specified lock in the given time, then it should give up trying for a lock and retry after some time. Such method of specifying time to acquire the lock is called lock timeout.

Lock the code where it is actually needed. For example, If you want only some part of the method to be thread safety, then lock only that part not the whole method.

**Method vs Block level synchronization**

Scope of lock is reduced by Synchronized block. As scope of lock is inversely proportional to performance, that's why it's always better to lock only critical section of the code. The best example of using synchronized block is double checked locking in Singleton pattern where instead of locking whole getInstance() method we only lock critical section of code which is used to create Singleton instance. This improves performance drastically because locking is only required one or two times.

In case of synchronized block, thread acquires lock when they enter synchronized block and release when they leave synchronized block. On the other hand in case of synchronized method, lock is acquired by thread when it enters method and released when it leaves method, either normally or by throwing Exception.

**Difference between "implements Runnable" and "extends Thread" in Java?**

### 1) Multiple Inheritance Limitation

As you know, Java doesn’t support multiple inheritance. A class in java can extend only one class. If you extend Thread class, then your class will not be able to extend any other class. This will limit your class to thread behavior. If you implement Runnable interface, then you will have an option for your class to extend any other class and inherit behaviors from other class also.

### 2) Overhead Of Additional Methods

If you extend Thread class, all methods of Thread class will be inheriting to your class which you may not need. This will cause additional overhead. You can remove this overhead by implementing Runnable interface.

### 3) Logical Separation Of Task From The Runner

If you implement Runnable interface, it will separate actual task from the runner. Runnable interface represents only the task and you can pass this task to any type of runner, either a thread or any executors.

### 4) Best Object Oriented Design Practice

In object oriented programming, extending a class means modifying or improving the existing class. If you are not improving the class, then it is not a good practice to extend it. So, implementing Runnable will be the best object oriented design practice.

### 5) Loosely Coupled Vs Tightly coupled

“Implements Runnable” makes your code loosely coupled. Because it separates the task from the runner. “Extends Thread” will make your code tightly coupled. Because, single class will act as both task container as well as runner.

### 6) Reusability

Implementing Runnable improves the reusability of your code. Because, Runnable contains only the task and you can use it wherever and whenever you want.

### 7) Specialization Vs Generalization

“Extends Thread” gives more specialized code. Because, it defines the thread specific task. Where as “Implements Runnable” gives more generalized version of the task applicable to many threads.

### 8) Maintenance

“Implements Runnable” will make your code easily maintainable as it separates the task from the runner. If you want to modify the task at any time, you can do so easily without disturbing the runner.

**Extends Thread Vs Implements Runnable In Java :**

|  |  |
| --- | --- |
| Implements Runnable | Extends Thread |
| You can extend any other class. | You can’t extend any other class. |
| No overhead of additional methods . | Overhead of additional methods from Thread class. |
| Separates the task from the runner. | Doesn’t separate the task from the runner. |
| Best object oriented programming practice. | Not a good object oriented programming practice. |
| Loosely coupled. | Tightly coupled. |
| Improves the reusability of the code. | Doesn’t improve the reusability of the code. |
| More generalized task. | Thread specific task. |
| Maintenance of the code will be easy. | Maintenance of the code will be time consuming. |
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**Some of the benefits of collections framework are;**

Reduced development effort by using core collection classes rather than implementing our own collection classes. Code quality is enhanced with the use of well tested collections framework classes. Reduced effort for code maintenance by using collection classes shipped with JDK.

Reusability and Interoperability

**Describe, in general, how java's garbage collector works?**

The Java runtime environment deletes objects when it determines that they are no longer being used. This process is known as garbage collection. The Java runtime environment supports a garbage collector that periodically frees the memory used by objects that are no longer needed. The Java garbage collector is a mark-sweep garbage collector that scans Java's dynamic memory areas for objects, marking those that are referenced. After all possible paths to objects are investigated, those objects that are not marked (i.e. are not referenced) are known to be garbage and are collected.

**What is synchronization and why is it important in Java?**

|  |
| --- |
| W**hat is synchronization and why is it important? Describe synchronization in respect to multithreading.**  Synchronization is the process of allowing threads to execute one after another. Synchronization control the access the multiple threads to a shared resources. Without synchronization of threads, one thread can modify a shared variable while another thread can update the same shared variable, which leads to significant errors.  **What is synchronization and why is it important?**  Java supports multiple threads to be executed. This may cause two or more threads to access the same fields or objects. Synchronization is a process which keeps all concurrent threads in execution to be in synch. Synchronization avoids memory consistence errors caused due to inconsistent view of shared memory. When a method is declared as synchronized; the thread holds the monitor for that method's object If another thread is executing the synchronized method, your thread is blocked until that thread releases the monitor. |

**Join Method in Thread:**

Join method belongs to Thread object and not a static member. When join is invoked an a thread instance, this thread will tell currently executing thread to wait till the Joining thread completes Join is used in the situations when a task which should be completed before the current task is going to finish.

Just to give another example of how Join works, say we have a slow train on the track moving and another fast train should take the same track, so, we make way to the fast train and tell the slow train to

join once after the fast one is left.

Yield Method in Thread**:** Yield is a Static method.

Yield tells the currently executing thread to give a chance to the threads that have equal priority in the Thread Pool. There is no guarantee that Yield will make the currently executing thread to runnable state immediately.

Remember an important point that yield method does not make the thread to go to wait or Blocked state. It can only make a thread from Running State to Runnable State.

Life cycle of a Thread (Thread States)

[Life cycle of a thread](http://www.javatpoint.com/life-cycle-of-a-thread) : [New](http://www.javatpoint.com/life-cycle-of-a-thread#threadstatenew),[Runnable](http://www.javatpoint.com/life-cycle-of-a-thread#threadstaterunnable),[Running](http://www.javatpoint.com/life-cycle-of-a-thread#threadstaterunning) ,[Non-Runnable (Blocked)](http://www.javatpoint.com/life-cycle-of-a-thread#threadstateblocked) ,[Terminated](http://www.javatpoint.com/life-cycle-of-a-thread#threadstateterminated)

A thread can be in one of the five states. According to sun, there is only 4 states in thread life cycle in java new, runnable, non-runnable and terminated. There is no running state.

But for better understanding the threads, we are explaining it in the 5 states.

The life cycle of the thread in java is controlled by JVM. The java thread states are as follows:

|  |
| --- |
| 1) **New**  The thread is in new state if you create an instance of Thread class but before the invocation  of start() method. |

2) **Runnable**

The thread is in runnable state after invocation of start () method, but the thread scheduler has not selected it to be the running thread.

3) **Running**

The thread is in running state if the thread scheduler has selected it.

4) **Non-Runnable (Blocked)**

This is the state when the thread is still alive, but is currently not eligible to run.

5) **Terminated**

A thread is in terminated or dead state when its run() method exits.

Some Things-To-Remember About wait(), notify() and notifyAll() :

If a thread calls notify() method and more than one threads are waiting for the object lock, then only one thread will be notified randomly.

When a thread calls notifyAll() method on an object, it notifies all the threads which are waiting for this object lock. But, only one thread will acquire this object lock depending upon priority.

When you call sleep() method on a thread, thread goes to sleep with holding the object lock with it. But, if you call wait() method, thread releases the object lock and goes for sleep. This is the main difference between wait() and sleep() methods.

wait(), notify() and notifyAll() are final methods of java.lang.Object class not java.lang.Thread class.

wait(), notify() and notifyAll() – all these three methods throw IllegalMonitorStateException if the calling thread does not owns the object lock.

wait() method is overloaded in Object class. There are two more wait() methods available in Object class. They are,

public final void wait(long timeOut)  —>  This makes current thread to wait until any other thread calls notify() or notifyAll() on this object or specified time(milli seconds) has elapsed.

public final void wait(long timeOut, int nanos)  —>  This makes current thread to wait until any other thread calls notify() or notifyAll() on this object or specified time(milli seconds + nano seconds) has elapsed.

Interrupt ( non static method)

Thread interruption in java is a mechanism in which a thread which is either sleeping or waiting can be made to stop sleeping or waiting. The whole thread interruption mechanism depends on an internal flag called interrupt status. The initial value of this flag for any thread is false. When you call interrupt() method on a thread, interrupt status of that thread will be set to true. When a thread throws InterruptedException, this status will be set to false again. Remember, InterruptedException is thrown when a thread is interrupted while it is sleeping or waiting. Many methods of Thread class like sleep(), wait(), join() throw InterruptedException.

[7 Things Every Java Programmer Should Know About Threads In Java](http://javaconceptoftheday.com/7-things-every-java-programmer-should-know-about-threads-in-java/)?

1. If you start a thread that is already started, you will get java.lang.IllegalThreadStateException at run time. There will be no compilation errors.
2. Exception is thread wise not execution wise. i.e exception effects the thread in which it occurs. Other threads will execute normally. In the below example, exception occurs in thread t1. only this thread will be terminated abruptly. Thread t2 will continue to execute it’s task.
3. As we all know that start() method internally calls run() method. What happens when you call run() method directly?. When you call run() method of a thread directly, calling thread will execute the task defined in the run() method. For example, in the below program main thread is calling run() method of thread t. In this case, main thread will execute run() method not thread t.
4. Which one is better way to implement threads in java. Is it using Thread class or using Runnable interface?. It is the most confusing question for a java developer. I am of opinion that when multiple threads need to execute same task, then use Runnable interface. If multiple threads need to execute different tasks, then go for Thread class.
5. Setting the priority to a thread is not effective as we thought. Setting Priority of a thread is just an advice to OS not an instruction. It is up to OS to consider this advice.
6. A thread is a permanent member of a thread group to which it joins during creation. You can’t move a thread to a new group after creating it.

Differences Between wait () and sleep() Methods In Java?

|  |  |
| --- | --- |
| wait() | sleep() |
| The thread which calls wait() method releases the lock it holds. | The thread which calls sleep() method doesn’t release the lock it holds. |
| The thread regains the lock after other threads call either notify() or notifyAll() methods on the same lock. | No question of regaining the lock as thread doesn’t release the lock. |
| wait() method must be called within the synchronized block. | sleep() method can be called within or outside the synchronized block. |
| wait() method is a member of java.lang.Object class. | sleep() method is a member of java.lang.Thread class. |
| wait() method is always called on objects. | sleep() method is always called on threads. |
| wait() is a non-static method of Object class. | sleep() is a static method of Thread class. |
| Waiting threads can be woken up by other threads by calling notify() or notifyAll() methods. | Sleeping threads can not be woken up by other threads. If done so, thread will throw InterruptedException. |
| To call wait() method, thread must have object lock. | To call sleep() method, thread need not to have object lock. |

What is the difference between ArrayList and LinkedList ?

Ans. Underlying data structure for ArrayList is Array whereas LinkedList is the linked list and hence have following differences -  
  
1. ArrayList needs continuous memory locations and hence need to be moved to a bigger space if new elements are to be added to a filled array which is not required for LinkedList.  
  
2. Removal and Insertion at specific place in ArrayList requires moving all elements and hence leads to O(n) insertions and removal whereas its constant O(1) for LinkedList.  
  
3. Random access using index in ArrayList is faster than LinkedList which requires traversing the complete list through references.  
  
4. Though Linear Search takes Similar Time for both, Binary Search using LinkedList requires creating new Model called Binary Search Tree which is slower but offers constant time insertion and deletion.  
  
5. For a set of integers you want to sort using quicksort, it's probably faster to use an array; for a set of large structures you want to sort using selection sort, a linked list will be faster.

ArrayList and LinkedList both implements List interface and maintains insertion order. Both are non synchronized classes.

But there are many differences between ArrayList and LinkedList classes that are given below.

|  |  |
| --- | --- |
| ArrayList | LinkedList |
| 1) ArrayList internally uses dynamic array to store the elements. | LinkedList internally uses doubly linked list to store the elements. |
| 2) Manipulation with ArrayList is slow because it internally uses array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is faster than ArrayList because it uses doubly linked list so no bit shifting is required in memory. |
| 3) ArrayList class can act as a list only because it implements List only. | LinkedList class can act as a list and queue both because it implements List and Deque interfaces. |
| 4) ArrayList is better for storing and accessing data. | LinkedList is better for manipulating data. |

**When to use ArrayList or LinkedList ?**

1. Adding new elements is pretty fast for either type of list. Inserting element to nth location in arraylist and to first location in linkedlist takes O(1).
2. For the ArrayList, doing random lookup using "get" is faster O(1), but for LinkedList O(n), it's slow. It's slow because there's no efficient way to index into the middle of a linked list. Linkedlist lookup always start from 1st location.
3. When removing elements, using ArrayList is slow. This is because all remaining elements in the underlying array of Object instances must be shifted down for each remove operation. But LinkedList is fast, because deletion can be done simply by changing a couple of links.

So an ArrayList works best for cases where you're doing random access on the list and a LinkedList works better if you're doing a lot of editing in the middle of the list.

**HashSet Vs TreeSet Vs LinkedHashSet In Java ?**

Even though, **HashSet**, **LinkedHashSet** and **TreeSet** are all implementations of Set interface, there are some differences exist between them. In this article, I have tried to list out the differences between HashSet, LinkedHashSet and TreeSet in java. They also have some similarities between them. We will also discuss them at the end.

Differences Between HashSet, LinkedHashSet and TreeSet In Java :

|  |  |  |  |
| --- | --- | --- | --- |
|  | **HashSet** | **LinkedHashSet** | **TreeSet** |
| How they work internally? | HashSet uses HashMap internally to store it’s elements. | LinkedHashSet uses  LinkedHashMap internally to store it’s elements. | TreeSet uses TreeMap internally to store it’s elements. |
| Order Of Elements | HashSet doesn’t maintain any order of elements. | LinkedHashSet maintains insertion order of elements. i.e elements are placed as they are inserted. | TreeSet orders the elements according to supplied Comparator. If no comparator is supplied, elements will be placed in their natural ascending order. |
| Performance | HashSet gives better performance than the LinkedHashSet and TreeSet. | The performance of LinkedHashSet is between HashSet and TreeSet. It’s performance is almost similar to HashSet. But slightly in the slower side as it also maintains LinkedList internally to maintain the insertion order of elements. | TreeSet gives less performance than the HashSet and LinkedHashSet as it has to sort the elements after each insertion and removal operations. |
| Insertion, Removal And Retrieval Operations | HashSet gives performance of order O(1) for insertion, removal and retrieval operations. | LinkedHashSet also gives performance of order O(1) for insertion, removal and retrieval operations. | TreeSet gives performance of order O(log(n)) for insertion, removal and retrieval operations. |
| How they compare the elements? | HashSet uses equals() and hashCode() methods to compare the elements and thus removing the possible duplicate elements. | LinkedHashSet also uses equals() and hashCode() methods to compare the elements. | TreeSet uses compare() or compareTo() methods to compare the elements and thus removing the possible duplicate elements. It doesn’t use equals() and hashCode() methods for comparision of elements. |
| Null elements | HashSet allows maximum one null element. | LinkedHashSet also allows maximum one null element. | TreeSet doesn’t allow even a single null element. If you try to insert null element into TreeSet, it throws NullPointerException. |
| Memory Occupation | HashSet requires less memory than LinkedHashSet and TreeSet as it uses only HashMap internally to store its elements. | LinkedHashSet requires more memory than HashSet as it also maintains LinkedList along with HashMap to store its elements. | TreeSet also requires more memory than HashSet as it also maintains Comparator to sort the elements along with the TreeMap. |
| When To Use? | Use HashSet if you don’t want to maintain any order of elements. | Use LinkedHashSet if you want to maintain insertion order of elements. | Use TreeSet if you want to sort the elements according to some Comparator. |

**Similarities between HashSet, LinkedHashSet and TreeSet In Java?**

All three doesn’t allow duplicate elements.

All three are not synchronized.

All three are Cloneable and Serializable.

Iterator returned by all three is fail-fast in nature. i.e You will get ConcurrentModificationException if they are modified after the creation of Iterator object.

**[What changes are compatible and incompatible to the mechanism of java Serialization?](http://www.fromdev.com/2012/06/15-java-serialization-interview.html" \l "what-changes-are-compatible-and-incompatible-to-the-mechanism-of-java-serialization-" \o "What changes are compatible and incompatible to the mechanism of java Serialization?)**

This is one of a difficult and tricky questions and answering this correctly would mean you are an expert in Java Serialization concept. In an already serialized object, the most challenging task is to change the structure of a class when a new field is added or removed. As per the specifications of Java Serialization, addition of any method or field is considered to be a compatible change whereas changing of class hierarchy or non-implementation of Serializable interface is considered to be a non-compatible change. You can go through the Java serialization specification for the extensive list of compatible and non-compatible changes. If a serialized object need to be compatible with an older version, it is necessary that the newer version follows some rules for compatible and incompatible changes. A compatible change to the implementing class is one that can be applied to a new version of the class, which still keeps the object stream compatible with older version of same class.

**Some Simple Examples of compatible changes are:**

* Addition of a new field or class will not affect serialization, since any new data in the stream is simply ignored by older versions. The newly added field will be set to its default values when the object of an older version of the class is unmarshaled.
* The access modifiers change (like private, public, protected or default) is compatible since they are not reflected in the serialized object stream.
* Changing a transient field to a non-transient field is compatible change since it is similar to adding a field.
* Changing a static field to a non-static field is compatible change since it is also similar to adding a field.

**Some Simple Examples of incompatible changes are:**

* Changing implementation from Serializable to Externalizable interface cannot be done since this will result in the creation of an incompatible object stream.
* Deleting a existing Serializable fields will cause a problem.
* Changing a non-transient field to a transient field is incompatible change since it is similar to deleting a field.
* Changing a non-static field to a static field is incompatible change since it is also similar to deleting a field.
* Changing the type of a attribute within a class would be incompatible, since this would cause a failure when attempting to read and convert the original field into the new field.
* Changing the package of class is incompatible. Since the fully-qualified class name is written as part of the object byte stream.

Java serialization is one of the most commonly misunderstood areas.

Many developers still think it’s only used for saving objects on the file system.

## [Is it possible to customize the serialization process? How can we customize the Serialization process?](http://www.fromdev.com/2012/06/15-java-serialization-interview.html" \l "is-it-possible-to-customize-the-serialization-process--how-can-we-customize-the-serialization-process-" \o "Is it possible to customize the serialization process? How can we customize the Serialization process?)

Yes, the serialization process can be customized. When an object is serialized, objectOutputStream.writeObject (to save this object) is invoked and when an object is read, ObjectInputStream.readObject () is invoked. What most people do not know is that Java Virtual Machine provides you with an option to define these methods as per your needs. Once this is done, these two methods will be invoked by the JVM instead of the application of the default serialization process. Classes that require special handling during the serialization and deserialization process must implement special methods with these exact signatures:

private void writeObject(java.io.ObjectOutputStream out)

throws IOException

private void readObject(java.io.ObjectInputStream in)

throws IOException, ClassNotFoundException;

private void readObjectNoData()

throws ObjectStreamException;

## [What are the alternatives to Serialization? If Serialization is not used, is it possible to persist or transfer an object using any other approach?](http://www.fromdev.com/2012/06/15-java-serialization-interview.html" \l "what-are-the-alternatives-to-serialization--if-serialization-is-not-used--is-it-possible-to-persist-or-transfer-an-object-using-any-other-approach-" \o "What are the alternatives to Serialization? If Serialization is not used, is it possible to persist or transfer an object using any other approach?)

In case, Serialization is not used, Java objects can be serialized by many ways, some of the popular methods are listed below:

* Saving object state to database, this is most common technique used by most applications. You can use ORM tools (e.g. hibernate) to save the objects in a database and read them from the database.
* Xml based data transfer is another popular mechanism, and a lot of XML based web services use this mechanism to transfer data over network. Also a lot of tools save XML files to persist data/configurations.
* JSON Data Transfer - is recently popular data transfer format. A lot of web services are being developed in JSON due to its small footprint and inherent integration with web browser due to JavaScript format.

## [When will you use Serializable or Externalizable interface? and why?](http://www.fromdev.com/2012/06/15-java-serialization-interview.html" \l "when-will-you-use-serializable-or-externalizable-interface--and-why-" \o "When will you use Serializable or Externalizable interface? and why?)

Most of the times when you want to do a selective attribute serialization you can use Serializable interface with transient modifier for variables not to be serialized. However, use of Externalizable interface can be really effective in cases when you have to serialize only some dynamically selected attributes of a large object.   
  
Lets take an example, Some times when you have a big Java object with hundreds of attributes and you want to serialize only a dozen dynamically selected attributes to keep the state of the object you should use Externalizable interface writeExternal method to selectively serialize the chosen attributes.  
  
In case you have small objects and you know that most or all attributes are required to be serialized then you should be fine with using Serializable interface and use of transient variable as appropriate.

**Serialization and SerialVersionUID?**

To serialize an object means to convert its state to a byte stream so that the byte stream can be reverted back into a copy of the object. A Java object is serializable if its class or any of its super classes implements either the java.io.Serializable interface or its sub interface, java.io.Externalizable.

The serialization runtime associates with each serializable class a version number, called a serialVersionUID, which is used during deserialization to verify that the sender and receiver of a serialized object have loaded classes for that object that are compatible with respect to serialization. If the receiver has loaded a class for the object that has a different serialVersionUID than that of the corresponding sender's class, then deserialization will result in an InvalidClassException.

A serializable class can declare its own serialVersionUID explicitly by declaring a field named "serialVersionUID" that must be static, final, and of type long:ANY-ACCESS-MODIFIER

**static final long serialVersionUID = 42L;**

If a serializable class does not explicitly declare a serialVersionUID, then the serialization runtime will calculate a default serialVersionUID value for that class based on various aspects of the class, as described in the Java(TM) Object Serialization Specification. However, it is strongly recommended that all serializable classes explicitly declare serialVersionUID values, since the default serialVersionUID computation is highly sensitive to class details that may vary depending on compiler implementations, and can thus result in unexpected InvalidClassExceptions during deserialization. Therefore, to guarantee a consistent serialVersionUID value across different java compiler implementations, a serializable class must declare an explicit serialVersionUID value. It is also strongly advised that explicit serialVersionUID declarations use the private modifier where possible, since such declarations apply only to the immediately declaring class--serialVersionUID fields are not useful as inherited members.

**What is the use of hashcode in Java ?**

Ans. Hashcode is used for bucketing in Hash implementations like HashMap, HashTable, HashSet etc. The value received from hashcode() is used as bucket number for storing elements. This bucket number is the address of the element inside the set/map. when you do contains () then it will take the hashcode of the element, then look for the bucket where hashcode points to and if more than 1 element is found in the same bucket (multiple objects can have the same hashcode) then it uses the equals() method to evaluate if object are equal, and then decide if contain() is true or false, or decide if element could be added in the set or not.   
 **Difference between SAX and DOM Parser?**

A DOM (Document Object Model) parser creates a tree structure in memory from an input document whereas A SAX (Simple API for XML) parser does not create any internal structure.  
  
A SAX parser serves the client application always only with pieces of the document at any given time whereas A DOM parser always serves the client application with the entire document no matter how much is actually needed by the client.  
  
A SAX parser, however, is much more space efficient in case of a big input document whereas DOM parser is rich in functionality.  
  
Use a DOM Parser if you need to refer to different document areas before giving back the information. Use SAX is you just need unrelated nuclear information from different areas.  
  
Xerces, Crimson are SAX Parsers whereas XercesDOM, SunDOM, Oracle DOM are DOM parsers.

**[Is Java Pass by Reference or Pass by Value?](http://www.fromdev.com/2012/02/java-interview-question-answer.html" \l "is-java-pass-by-reference-or-pass-by-value-" \o "Is Java Pass by Reference or Pass by Value?)**

The Java Spec says that everything in Java is pass-by-value. There is no such thing as "pass-by-reference" in Java. The difficult thing can be to understand that Java passes "objects as references" passed by value.

[**What is OutOfMemoryError in java? How to deal with java.lang.OutOfMemeryError error?**](http://www.fromdev.com/2012/02/java-interview-question-answer.html#what-is-outofmemoryerror-in-java--how-to-deal-with-java-lang-outofmemeryerror--error-)

This Error is thrown when the Java Virtual Machine cannot allocate an object because it is out of memory, and no more memory could be made available by the garbage collector.

Note: Its an Error (extends java.lang.Error) not Exception.

Two important types of OutOfMemoryError are often encountered

java.lang.OutOfMemoryError: Java heap space

The quick solution is to add these flags to JVM command line when Java runtime is started:

**-Xms1024m -Xmx1024m**

java.lang.OutOfMemoryError: PermGen space

The solution is to add these flags to JVM command line when Java runtime is started:

-**XX:+CMSClassUnloadingEnabled-XX:+CMSPermGenSweepingEnabled**

**Long Term Solution:** Increasing the Start/Max Heap size or changing Garbage Collection options may not always be a long term solution for your Out Of Memory Error problem. Best approach is to understand the memory needs of your program and ensure it uses memory wisely and does not have leaks. You can use a **Java memory profiler** to determine what methods in your program are allocating large number of objects and then determine if there is a way to make sure they are no longer referenced, or to not allocate them in the first place.

**[What is the use of the finally block? Is finally block in Java guaranteed to be called? When finally block is NOT called?](http://www.fromdev.com/2012/02/java-interview-question-answer.html" \l "what-is-the-use-of-the-finally-block--is-finally-block-in-java-guaranteed-to-be-called--when-finally-block-is-not-called-" \o "What is the use of the finally block? Is finally block in Java guaranteed to be called? When finally block is NOT called?)**

Finally is the block of code that executes always. The code in finally block will execute even if an exception is occurred. Finally block is NOT called in following conditions

If the JVM exits while the try or catch code is being executed, then the finally block may not execute. This may happen due to System.exit () call.

if the thread executing the try or catch code is interrupted or killed, the finally block may not execute even though the application as a whole continues.

If a exception is thrown in finally block and not handled then remaining code in finally block may not be executed.

**[Why there are two Date classes; one in java.util package and another in java.sql?](http://www.fromdev.com/2012/02/java-interview-question-answer.html" \l "why-there-are-two-date-classes--one-in-java-util-package-and-another-in-java-sql-" \o "Why there are two Date classes; one in java.util package and another in java.sql?)**

From the JavaDoc of java.sql.Date:

A thin wrapper around a millisecond value that allows JDBC to identify this as an SQL DATE value. A milliseconds value represents the number of milliseconds that have passed since January 1, 1970 00:00:00.000 GMT. To conform with the definition of SQL DATE, the millisecond values wrapped inside a java.sql.Date instance must be 'normalized' by setting the hours, minutes, seconds, and milliseconds to zero.

Explanation: A java.util.Date represents date and time of day, a java.sql.Date only represents a date (the complement of java.sql.Date is java.sql.Time, which only represents a time of day, but also extends java.util.Date).

**[What is Marker interface? How is it used in Java?](http://www.fromdev.com/2012/02/java-interview-question-answer.html" \l "what-is-marker-interface--how-is-it-used-in-java-" \o "What is Marker interface? How is it used in Java?)**

**The marker interface is a design pattern**, used with languages that provide run-time type information about objects. It provides a way to associate metadata with a class where the language does not have explicit support for such metadata. To use this pattern, a class implements a marker interface, and code that interact with instances of that class test for the existence of the interface. Whereas a typical interface specifies methods that an implementing class must support, a marker interface does not do so. The mere presence of such an interface indicates specific behavior on the part of the implementing class. There can be some hybrid interfaces, which act as markers and specify required methods, are possible but may prove confusing if improperly used. Java utilizes this pattern very well and the example interfaces are

**java.io.Serializable** - Serializability of a class is enabled by the class implementing the java.io.Serializable interface. The Java Classes that do not implement Serializable interface will not be able to serialize or deserialize their state. All subtypes of a serializable class are themselves serializable. The serialization interface has no methods or fields and serves only to identify the semantics of being serializable.

**java.rmi.Remote -** The Remote interface serves to identify interfaces whose methods may be invoked from a non-local virtual machine. Any object that is a remote object must directly or indirectly implement this interface. Only those methods specified in a "remote interface", an interface that extends **java.rmi.Remote** are available remotely.

**java.lang.Cloneable** - A class implements the Cloneable interface to indicate to the Object.clone () method that it is legal for that method to make a field-for-field copy of instances of that class. Invoking Object's clone method on an instance that does not implement the Cloneable interface results in the exception CloneNotSupportedException being thrown.

**javax.servlet.SingleThreadModel -** Ensures that servlets handle only one request at a time. This interface has no methods.

**java.util.EvenListener** - A tagging interface that all event listener interfaces must extend. The "instanceof" keyword in java can be used to test if an object is of a specified type. So this keyword in combination with Marker interface can be used to take different actions based on type of interface an object implements.

**[Why main() in java is declared as public static void main? What if the main method is declared as private?](http://www.fromdev.com/2012/02/java-interview-question-answer.html" \l "why-main---in-java-is-declared-as-public-static-void-main-" \o "Why main() in java is declared as public static void main?)**

Public - main method is called by JVM to run the method which is outside the scope of project therefore the access specifier has to be public to permit call from anywhere outside the application static - When the JVM makes are call to the main method there is not object existing for the class being called therefore it has to have static method to allow invocation from class. void - Java is platform independent language therefore if it will return some value then the value may mean different to different platforms so unlike C it cannot assume a behavior of returning value to the operating system. If main method is declared as private then - Program will compile properly but at run-time it will give "Main method not public." error.

**Why is it preferred to declare: List<String> list = new ArrayList<String>(); instead of ArrayList<String> = new ArrayList<String>();**

Ans) It is preferred because:

1. If later on code needs to be changed from ArrayList to Vector then only at the declaration place we can do that.
2. The most important one – If a function is declared such that it takes list. E.g void showDetails(List list);  
   When the parameter is declared as List to the function it can be called by passing any subclass of List like ArrayList, Vector, LinkedList making the function more flexible.

**Which data structure HashSet implements ?**

Ans) HashSet implements hashmap internally to store the data. The data passed to hashset is stored as key in hashmap with null as value.

**What is the difference between iterator access and index access?**

Index based access allow access of the element directly on the basis of index. The cursor of the data structure can directly goto the 'n' location and get the element. It does not traverse through n-1 elements.

In Iterator based access, the cursor has to traverse through each element to get the desired element. So to reach the 'n'th element it needs to traverse through n-1 elements.

Insertion,updation or deletion will be faster for iterator based access if the operations are performed on elements present in between the data structure.

Insertion,updation or deletion will be faster for index based access if the operations are performed on elements present at last of the data structure.

Traversal or search in index based data structure is faster.

ArrayList is index access and LinkedList is iterator access.

**How to sort a list in reverse order?**

To sort the elements in the reverse natural order of the strings, get a reverse Comparator from the Collections class with reverse Order(). Then, pass the reverse Comparator to the sort() method.

**List list = new ArrayList();**

**Comparator comp = Collections.reverseOrder();**

**Collections.sort(list, comp)**

**Can a null element be added to a Treeset or HashSet ?**

Ans) A null element can be added only if the set is of size 1 because when a second element is added then as per set defination a check is made to check duplicate value and comparison with null element will throw NullPointerException.  
HashSet is based on hashMap and can contain null element.

**How to sort list of strings - case insensitive?**

using Collections.sort(list, String.CASE\_INSENSITIVE\_ORDER);

**How to make a List (ArrayList, Vector,LinkedList) read only?**

A list implemenation can be made read only using **Collections.unmodifiableList(list)**.

This method returns a new list. If a user tries to perform add operation on the new list; **UnSupportedOperationException** is thrown.

**Which is faster to iterate LinkedHashSet or LinkedList?**

LinkedList.

**Arrange in the order of speed - HashMap, HashTable, Collections.synchronizedMap,concurrentHashmap?**

HashMap is fastest, ConcurrentHashMap,Collections.synchronizedMap,HashTable.

**What is IdentityHashMap?**

The IdentityHashMap uses == for equality checking instead of equals(). This can be used for both performance reasons, if you know that two different elements will never be equals and for preventing spoofing, where an object tries to imitate another.

**What is WeakHashMap?**

A hashtable-based Map implementation with weak keys. An entry in a WeakHashMap will automatically be removed when its key is no longer in ordinary use. More precisely, the presence of a mapping for a given key will not prevent the key from being discarded by the garbage collector that is, made finalizable, finalized, and then reclaimed. When a key has been discarded its entry is effectively removed from the map, so this class behaves somewhat differently than other Map implementations.

**How to call a store procedure in JAVA ?**

Connection dbConnection = null;

CallableStatement callableStatement = null;

String getDBUSERByUserIdSql = "{call getDBUSERByUserId(?,?,?,?)}";

try {

dbConnection = getDBConnection();

callableStatement = dbConnection.prepareCall(getDBUSERByUserIdSql);

callableStatement.setInt(1, 10);

callableStatement.registerOutParameter(2, java.sql.Types.VARCHAR);

callableStatement.registerOutParameter(3, java.sql.Types.VARCHAR);

callableStatement.registerOutParameter(4, java.sql.Types.DATE);

// execute getDBUSERByUserId store procedure

callableStatement.executeUpdate();

String userName = callableStatement.getString(2);

String createdBy = callableStatement.getString(3);

Date createdDate = callableStatement.getDate(4);

System.out.println("UserName : " + userName);

System.out.println("CreatedBy : " + createdBy);

System.out.println("CreatedDate : " + createdDate);

} catch (SQLException e) {

System.out.println(e.getMessage());

} finally {

if (callableStatement != null) {

callableStatement.close();

}

if (dbConnection != null) {

dbConnection.close();

}

}

}